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Abstract. Many industrial applications have large and complex inter-
faces that grow incrementally over time. Typically, these interfaces will
be used by people with different user profiles. The combination of these
facts demands a software methodology and tool support that ideally al-
low consistency checks and configuration in order to avoid a system to
become unusable. In this paper, we present an approach in which task
models are used throughout the design and development cycle up to the
final application. The task model is not only used at design time, but
is also used to check for potential problems with e.g. consistency during
configuration of the final application.
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1 Introduction

I The task model has been one of the central models in several model-based and
model-driven development approaches [?,?,?]. This central role has been based
on the fact that it offers a structured overview of the tasks that have to be per-
formed by a user. Furthermore, a notation such as ConcurTaskTrees also allows
for checking properties such as reachability, reversibility and mutual awareness
[?] although the currently tools do not have support for these capabilities.
When considering approaches for large industrial applications, adoption of a
model-based development cycle meets some resistance even while offering these
benefits. This is especially the case when the application is not safety critical, but
can still be mission critical. This resistance has multiple reasons. For instance,
many methodologies [?,?,?], require other abstract models, such as the abstract
user interface model, besides the task model. This makes it more difficult to
integrate the approach in current development practices. Not only is it difficult
to integrate the approach in current design and development practices, it also
requires the development team to learn a set of new languages or notations.

! The original publication is available at http://www.springerlink.com/content/
m472874242t76m01/



In this paper, we propose a methodology that takes the “one model, many
interfaces” phrase introduced by Paterno [?] to the extreme. The methodology
uses only one abstract model, the ConcurTaskTrees model, and integrates with
user-centered software engineering practices. This model is not only used during
analysis and design phases, but also during prototyping and even after prod-
uct development to generate the navigation structure of the application’s user
interface. Another innovative use is that the temporal operators are also used
during customization to avoid logical errors in the execution due to the removal
of (seemingly) irrelevant tasks.
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Fig. 1. A MuiCSer process instantiation and the envisioned use of the task model

2 A one-model user-centered process

We will use the MuiCSer process framework [?] as a basis for discussing how we
envision the usage of the task model at different stages in a user-centered design
and development process that supports user interface evolution. The different
phases of the MuiCSer process instantiation are shown at the right side of Fig. 77,
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Fig. 2. (a) Task model distribution over files (pentagons) and links with software com-
ponents (boxes) and, (b) the corresponding navigation structure
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while the usage of the task model is shown in the form of notes at the left-hand
side.

The task model is actively used for the first time in phase two, in which
structured models are created or updated (analysis). This phase in the proposed
process is supported by e.g. the Teresa tool [?]. The following two phases in
the MuiCSer process framework deal with the creation of low-fidelity and high-
fidelity prototypes. Using the methodology proposed in earlier work [?], these
prototypes can be checked for completeness and soundness with the task model
using a small tool. Many tools used for prototyping [?] offer the XML serialization
required for this approach to work. In the fifth phase mentioned shown in Fig. 77,
the task model is used for two additional purposes in addition to checking for
completeness and soundness as during the prototyping phases three and four.
The task model is used to generate the navigation structure of the application
and it is used to customize the user interface.

Fig. 7?7 shows a schematic overview of the task model and links it with
the software components in our proof-of-concept implementation. There is a
main task model file, which contains at least three layers, and possibly several
separate files further detailing subtasks. Each child of the root task (1, 2, 3,
...) represents a category in the navigation system of the application, while the
root’s grandchildren (tasks A, B and C) are used as the lowest level entries of
the navigation system, as can be seen in Fig. ?7.

Tasks A, B and C in Fig. 7?7 are connected to the software components of
which the system is comprised. Notice that these tasks can still have subtasks.
This property is important as it will be used for the customization of the fi-
nal product (during the last phase in Fig. ??). The role of task models in the
customization capabilities will be further detailed in the following section.



3 Customization through task models

Customization of the user interface, and especially the modification of the tasks
that are available in a specific deployment of the application, is an important
issue in complex industrial applications. The needs of the companies deploying
these applications greatly differs and even within one company the needs can
greatly differ depending on the person that is using the application.

As described in the previous section, the task model is the piece of infor-
mation that links all different components of the user interface. If is therefore
a logical choice to also use it to enable customization of the user interface and
more specifically to remove or to disable parts of the user interface.

The hierarchical structure and temporal relations of a task model such as
ConcurTaskTrees describe dependencies between task. One example of such a
dependency occurs when information is exchanged between different tasks [?].
When such dependencies are present, it has of course a great impact on the
capability to remove tasks (and thus parts of the user interface) from the system.

Table 7?7 shows the effect of removing one task on the other tasks in the
task model for the different binary temporal operators. We used the following
guideline within our customization algorithm: when a task or the correctness of
the task model depends on the result, including the successful termination, of
another task, the former task will be removed when the latter is removed. Based
on this guideline the following factors were determined to cause a dependency
between tasks:

information exchange When information exchange is explicitly modeled in
the task model, we assume that the information exchanged by the tasks is
crucial for a correct execution of the tasks and therefore they share a mutual
dependency.

deactivation When a task deactivates another task, removing the latter task
completely changes the meaning of the task model and may even cause an
otherwise correct task model to never end. E.g. when the infinite iteration
operator is applied to the deactivated task.

enabling When the task that precedes an enabling operator is removed, the
task following the operator is also removed, because it has to much influence
on the meaning of a task model. E.g. removing a login-task could result in
unauthorized users having access to some functionality.

4 Discussion

This paper discussed a process that uses a single model throughout development:
the task model, which is directly linked to parts of the user interface. This
has the advantage that the traceability problem of requirements is minimized,
which is considered to be an important property of a development process [?].
The process outlined in this paper has been used as part of a research and
development project [?]. During this project the last two phases of the process



Operator Removed Task| Effect
Name Notation
Choice T1[]T2 T1 T2 stays
T2 T1 stays
Concurrency T1 [[]] T2 T1 T2 removed
with information exchange T2 T1 removed
Independent Concurrency | T1 ||| T2 T1 T2 stays
T2 T1 stays
Order Independence T1|=|T2 T1 T2 stays
T2 T1 stays
Deactivation T1 [> T2 T1 T2 stays
T2 T1 removed
Suspend Resume T1|> T2 T1 T2 stays
T2 T1 stays
Enabling T1 >> T2 T1 T2 removed
T2 T1 stays
Enabling T1[ >> T2 T1 T2 removed
with information exchange T2 T1 stays

Table 1. Binary temporal operators of ConcurTaskTrees and effect when removing
one of the involved tasks in our customization algorithm

have been carried out on prototypes instead of on a real system. Proof-of-concept
implementations of the proposed tools have been realized and used during the
project. This enabled us to do a preliminary evaluation of these tools during
which we noticed that there are several enhancements that need to be made
before these tools could be used in a real-life setting.

A first enhancement is better integration between the task model tool and the
design tool. A designer should not be forced to modify XML by hand to link the
task model to a user interface component. A plugin for the design environment
can improve this situation.

A second concern is the customization of the software. Informal tests of the
customization feature revealed that there is a definite need for the user to see
what the impact will be of selecting/deselecting a task from the task model.
Due to the dependency rules discussed in the previous section, removal of a
single leaf-task can result in the removal of a significant part of the task model
(and thus also the applications features in the user interface). The user should
be informed about the consequences of his actions before he takes them. Some
aspects of the work on feature models, such as that by Czarnecki et al. [?] may
also be useful in realizing the user interface customization using task models.

Another point of future work, besides further validation and refinement of the
approach, is to investigate whether the customization feature can be combined
with the idea of executable task models proposed Klug and Kangasharju [?].

Finally, during the project mentioned before, we were constantly reminded
that there should be more clear advantages of using task models before they
will be actively used for large industrial applications. Transparent integration of



additional model checking capabilities in task modeling tools could influence the
decision to use a task-based approach such as the one proposed in this paper as
part of regular industrial development. Further research regarding formalization
of task models and related tool support therefore seems warranted. Also a direct
relation between the task model and usability properties of the final user interface
and automated checking thereof would be highly appreciated.
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