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Abstract (English)

The university of the Basque country is doing research about implementing wireless networks into
industrial processes. This paper focuses on the integration of a specific control structure in which
wireless communications are used. Research will be done in order to determine the validity and
reliability of using wireless communications in an industrial setting.

In order to test this an experimental setup was created to mimic an industrial process. A piezoelectric
actuator, an Arduino Uno microcontroller and position sensor were used. The first experiments were
done in order to determine the right control parameters. There were also a few experiments to
analyse the package losses that were encountered. And finally different range tests were conducted
to see how this effected package loss and latency.

The conclusion of this paper is that a Pl controller can be implemented in a wireless control network
and that it is a valid solution. However this will not be the case in every industrial process. In
processes that require for instance real-time control, the latency will be too big to use wireless
communication, also the package loss is something to take into account.






Abstract (Nederlands)

De Universiteit van het Baskenland doet onderzoek naar de mogelijkheid om draadloze netwerken te
implementeren bij industriéle processen. Deze paper focust op de integratie van een specifieke
regelstructuur waarbij draadloze communicatie wordt gebruikt. Dit onderzoek moet de graad van
validiteit en betrouwbaarheid van deze draadloze communicatie bewijzen in een industriéle
toepassing.

De gebruikte experimentele opstelling bootst een industrieel proces na. De opstelling bevat een
piézo-elektrische actuator, een Arduino Uno microcontroller en een positie sensor. De eerste
experimenten werden gedaan om juiste controleparameters te achterhalen. Er werden ook een
aantal experimenten gedaan om het data verlies te analyseren. De laatste reeks experimenten testen
het effect van de afstand op dataverlies en looptijd.

De conclusie van deze paper is dat een Pl controller weldegelijk kan geimplementeerd worden in een
draadloos regelnetwerk en dat het een goede oplossing is. Dit is echter niet geval voor elke
industriéle toepassing. Bij processen die bijvoorbeeld een real-time regeling nodig hebben, zal de
looptijd ten gevolgen van de draadloze communicatie te groot zijn om een goede regeling te
realiseren. Ook het dataverlies is iets waar rekening mee gehouden moet worden.






1 Introduction

1.1 Situational sketch

The university of the Basque country is doing research about implementing wireless networks into
industrial processes. We are continuing the work of Steven Abrahams, he compared wired and
wireless control applications. He researched if it was possible to use wireless technologies without
losing too much accuracy and flexibility.

This project focuses more on the integration of a specific control structure in which wireless
communications are used and researches if using wireless technology can be used in an industrial
setting. To test this we are using a piezoelectric actuator and a position sensor.

Several tests will be carried out to test the viability of the technology. With these tools we can create
a closed-loop control system. To accomplish this wireless network XBee antennas are used, these
transmit the data from the sensor to the computer, and from the computer back to the actuator. The
PI controller will be configured within LabVIEW and will eventually be uploaded onto a myRio device,
with which it can run autonomously.

1.2 Domains of application
Wireless network can be implemented in many different domains. A couple of examples are vehicles,
airplanes, industrial automation and building automation.

According to a study published in “IEEE communications Surveys & Tutorials” (Volume 20, Issue 2).
The wiring harnesses used for the transmission of data and power in a vehicle can weigh 40 kg and
contain sometimes up to 4 km of wiring. By using a wireless network there is room for improvement
in fuel efficiency, reducing manufacturing and maintenance cost and easy way.

Through the high demands of safety and efficiency, most of the airplanes rely on large wired sensor
and actuator networks. The wiring harnesses of airplanes weigh 2-5% of the total weight of an
airplane. By reducing this weight, the performance and safety will improve while the manufacturing
and maintenance cost will decrease.

Modern building control systems require a variety of sensing capabilities to control temperature,
pressure, humidity and flow rates. By controlling their temperature, pressure, humidity and flow
rates the energy consumption would be less. The implementation of these sensing capabilities would
be much easier and cheaper if the sensors and actuators are wireless.

This paper focusses on the implementation in industrial automation. The estimation of using a
wireless network can save up to 90% compared to the deployment cost of wired field devices. Since
the discrete product of the factory automation requires sophisticated operations of robot and belt
conveyors at high speed, the sampling rates and real-time requirements are often stricter than those
of process automation. Furthermore, many industrial automation applications might in the future
require battery-operated networks of hundreds of sensors and actuators communicating with access
points. (Park, Ergen, Fischione, Lu, & Johansson, 2017)



1.3 Stating the problems
This paper consists of two major subjects: communications and control. These subjects inherently
have a few problems that need to be held in account.

1.3.1 Communications

Latency or message delay is a factor that needs to be measured and researched. If the latency is too
big, the controller cannot function properly and will limit the responsiveness. This is something that
is inherent to wireless communications and cannot be solved completely. But it can be measured and
a conclusion can be drawn to determine if wireless communication is a valid option for certain
industrial processes.

Package loss is another important factor that needs to held in account. Valuable data used to control
the process will get lost and will cause the controller to be an unreliable part of the industrial
process. This loss of data can be caused by interference with other wireless communications or due
to loss of connection.

1.3.2 Control

Defining and finetuning the control parameters is a challenge because the delay in communications

needs to be taken into account. For the experiments conducted in this report we intentionally chose
an easy process to control but in reality the industrial processes that this technology can be used in,

is much more complex.

Communication also plays a big part in controlling a system. For every problem that is being solved in
the communication it must be validated that this solution does not make the control aspect of the
system worse or slower.

1.4 Project goals
The main goal of this project is to set up a complete wireless control loop with a Pl controller, sensor
and end effector.

The secondary goals are :

o Implement a “myRio” device, to allow the system to function independently from the
computer. This makes the set-up representative for a real industrial system.

o Research the characteristics of the wireless network and optimize them as far as possible.
Reduce the loss of data and increase responsiveness.

. Simplify the system by only using one antenna for sending and receiving instead of two
antennas.



2 Description of the experimental setup

In order to test the wireless communication and wireless control loop an experimental setup is
needed. Three XBee antennas, an Arduino microcontroller, a computer and various electronic
components are used in this setup. In Figure 1 the layout is shown in which these components are
configured. The individual components are explained in the next chapters.

NI myRIO

Xbee S1
N
v
N\

C

(

Xbee S1 Xbee S$1
Arduino uno
Piezo electric " Position

actuator sensor

Figure 1: Specific layout of the experimental setup



2.1 Components

2.1.1 Arduino microcontroller

An Arduino Uno microcontroller is used to interact with the physical world. Its primary use is to
generate a PWM signal in order to control the end effector. This kind of microcontroller is chosen
because it is easy to program and cheap to buy. There also is a lot of support for different
accessories, for instance the XBee antenna shield explained in the next chapter.

Figure 2: Arduino Uno microcontroller

2.1.2 XBee shield

This XBee shield is placed onto the Arduino Uno so that it is able to send and receive wireless data
through an XBee antenna. The analog and digital pins are transferred through the XBee shield so that
these can still be used. It is also equipped with a switch so that you can easily switch to receive data
through the serial port on the Arduino (to upload your program) or through the XBee antenna.

Figure 3: XBee shield for the Arduino
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2.1.3 Controller

This is simply a computer that runs a LabVIEW program. In this program the Pl controller will be
configured and a few tests will be able to run on here. It also includes all the necessary code to save
data, the code to send and receive data to and from the XBee antennas. In Figure 4 an example
LabVIEW program is shown, this is a program that is used in this project to send data through the
XBee antenna.

Header

Ho |F7E
<0
<7
<1
<0 B USE port IN USB port OUT
22 error in (no error) =2 Mﬁ;ffciji e
<22 I Tat w [ error out
<1 =3
Sending frame
: B s - o]
Sequence @ om
I@ ¥ Array (with C5)

Checksum 6L

POBL |

Sending Value

Sequence +1
; ..... ﬁl

Figure 4: Example of LabVIEW program running in the controller

2.1.4 XBee antennas

These antennas are merely used to transfer data from one point to the next wirelessly. The XBee S1
version were chosen for this project. These antennas have a range of 30 meters indoors and 100
meters outdoors. This range is more than enough for the tests conducted in this paper.

Three XBee antennas are used in the experimental setup to make it easier to configure, later on two
XBee antennas could be used. This can be achieved by eliminating the XBee antenna of the sensor
and using the antenna on the microcontroller for both sending and receiving data.

Figure 5: XBee S1 antenna
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2.1.5 XBee USB explorer

In order to configure all the parameters for the XBee antennas, a serial connection needs to be made
to a computer running the XCTU software. The USB explorer is outfitted with a micro USB port which

allows easy connection to the computer.

In the XCTU software various parameters can be changed about the XBee. For instance: Destination
address, Source address, Baud rate, 1/0 settings, etc. This program and the configuration of the XBee

antennas will be explained in a later chapter.

Figure 7: XBee USB explorer

2.1.6 End effector

i CH Channel C

. 1D PAN 1D | 3332

' DH Destination Address High 0

i DL Destination Address Low 4444

I MY 16-bit Source Address 3333

¢ SH Serial Number High 134200

I SL Savial Number Low A0E4DDAF

MM MAC Mode 802154 + MaxStream haader w ~
- RR XBee Ratries o

' RN Random Delay Slots 0

' NT Node Discover Time | 19 ¥ 100 ms =4
. NO Node Discover Options. | 0

+CE Coordinator Enable End Device [0} v
' §C Scan Channels | 1FFE Hitheld 4
¢ SD Scan Daration |4 | eponent

Figure 6: Example of parameters within XCTU

The end effector used in this setup is a piezoelectric actuator outfitted with a position sensor. This
actuator is a good representation of an actual end effector used in industrial processes. The built in
position sensor is an added bonus as this makes it easier to build a closed control loop. This actuator
however has proven to be very sensitive to impulses so care must be taken when working with it.

Figure 8: Piezo electric actuator
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2.1.6.1 Position sensor

The position sensor discussed earlier has a range from 0 V — 10 V. This range needs to be converted
to arange of 0 V — 3,3 V. This has to be done because the analog input of the XBee antenna only
allows a range of 0 V — 3,3 V. This conversion is done by a simple voltage divider with three resistors.

Figure 9: Amplifier and position sensor

33V ov

2000
vee Analog : e 2
Input —
AREF
GND
Xbee antenna 000

Valtage position sensor

Figure 10: Position sensor circuit
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2.1.7 Transistor circuit

In order to convert the PWM signal that is provided by the Arduino microcontroller a transistor
circuit is built. This circuit will transform the PWM signal into an analog signal with a range of 0,7 V —
10 V. The range starts at 0,7 V because of the characteristics of the transistor. A transistor needs this
voltage over the base and emitter, so that it can allow current to pass from the collector to the
emitter.

5V oV 10 V (adjustable source)
100 O
‘ 34,7 kQ 7~ X
Vee PWM | ;‘ 1 LV ) Voltage transformer
GND PIN 5| 4 \ h / (0-10V)

| Xbee antenna

oV

Arduino + Xbee shield

Figure 11: Transistor circuit

The transistor that is used in this circuit is vulnerable to overdrawing current. Care must be taken in
order to ensure that not too much current is provided to the collector, emitter or base as this will
lead to failure of this part.

2.1.8 Power transformer

The piezo electric actuator uses a range of 0 V— 150V, therefore a power transformer was needed.
This power transformer will change the input range of 0,7 V — 10 V provided by the transistor circuit
to the needed 0V —-150V.

These transformers can be zeroed and the out channel can be enabled and disabled. On the display
the current output voltage can also be read. This allows for greater flexibility and an extra method to
check what voltage is being provided to the actuator.

Care must be taken when applying the voltage, the voltage over the actuator should never be greater
than 150 V as this can cause damage to it. Therefore it was decided that the voltage was limited to
145V, just to be safe. The transformers are displayed in Figure 12.



On top is the transformer for the actuator. This has one high voltage output that goes to the actuator
and one external input which is connected to the transistor circuit.

On the bottom is a transformer for the sensor. This has one input that is connected to an amplifier
which is connected to the sensor. This also has one output which isa 0 V —10 V scale that goes to the
circuit discussed in chapter 2.1.6.1.

- ( ,

Figure 12: Transformers
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2.1.9 myRIO embedded device

In order to make our LabVIEW programs run autonomously a myRIO embedded device was used.
Onto this device programs can be uploaded and it has built in memory to save the gathered data. To
this device the XBee antenna was connected via the USB explorer and a micro USB cable as displayed
in Figure 13. The cable to the left is the power cable and the cable in the middle is the USB cable used
to download the program onto the device.

Figure 13: myRIO embedded device
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2.2 Total experimental setup

In the figure below the actual experimental setup is shown. All the components discussed in the
previous chapter are utilised in this setup. This setup is the most complex version, this could be
simplified by only using one XBee antenna to send and receive the information to and from the
piezoelectric actuator.

The piezo electric actuator and amplifier are attached to a wooden board because these are very
fragile. The cables are of a small diameter and are prone to breaking. On the next page a schematic
overview is displayed that shows the individual parts more clearly.

N

=

The transformers for the piezo

electric actuator
N ,

J
The piezo electric actuator and - in v : &\

amplifier for the position sensor The myRIO embedded device
with an XBee antenna connected

The electronic circuit with the
Arduino and the antenna for
the position sensor

Figure 14: Total experimental setup
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Figure 15: Schematic overview of the total setup
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2.3 First tests

In the first test the end effector and sensor were replaced by simpler components. This was done to
simply test the communication and to understand how XBee sends and receives data. The simplified
setup can be seen in Figure 16. This made it possible to check if the XBee antennas were properly
configured for future tests.

Here a button was used to send data to the controller and an LED was used to receive data from the
controller. By using the XCTU software the receiving data could be monitored, so it was possible to
see what the data included and if this made sense. Via the same software we could send a command
to the XBee antenna to set an output to “HIGH”. This then lighted up the LED, and now it was certain
that the XBee antenna was configured correctly to both send and receive data.

Figure 16: Simplified setup
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3 Configuring XBee antennas with XCTU

3.1 General explanation of how the software works

XCTU is a program that can be used to change the parameters that define the XBee antennas. With
this you can program which XBee antennas connect to each other, which ones send and which ones
receive data. In this program you can change a large list of parameters, too large to list them all, but

here are some of the most important ones:

e Channel: Choose which RF channel to use.

e PAN ID: Personal Area Network ID, Antennas can be grouped into different networks. This

allows for more flexibility.
e Destination address: The address to which data will be sent.

e Source address: The address of the XBee antenna. In order for data to be received by this

Xbee, it must be sent to this address.
e Power level: the transmitter output power can be set.

e |/O settings: here various digital and analog I/O can be set, as well as PWM configurations

e Baud rate: the baud rate can be configured to various standard values

e FEtc..

When the program is first opened the XBee antennas that are connected to the computer need to be
discovered. After this is done the found antennas are displayed to the left of the screen, on the right

you will find the parameters currently downloaded into the antenna. The parameters can be directly

altered in this window. Once the changes are made press the write button (highlighted with a red

circle on Figure 17) and the new parameters are downloaded to the antenna.
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Figure 17: XCTU configuration
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This program also features a console in which you can track all the serial communications that
happen wirelessly, which is located on the top right of the screen, it is the icon in the middle. Data
that is being sent is presented in blue and received data is presented in red. At the bottom of the
screen custom data packages or “frames” can be created to send from one XBee to another. How
these frames are formed will be discussed in a later chapter.

A quick way to test if two XBee antennas are properly connected to each other, is to connect them
both to a separate USB port. Discovering them both with the XCTU software and then utilising the
console to send one package from Xbee A to XBee B. This way one can see if XBee A sends the data
properly and Xbee B receives it properly. Repeat the other way around and one can be assured that
both antennas are connected properly.
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Figure 18: XCTU console
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3.2 Configuration for the experimental setup
In our experimental setup, as explained in chapter 2.1.4, three XBee antennas are used. These
antennas need to be configured correctly in order to ensure communication between them.

Firstly all three need to be part of the same Personal Area Network, in our case “3332” is chosen
which is the default value. After this we need to make sure they all have a different source address.
These addresses need to be unique otherwise the wrong XBee will receive the wrong data. Next we
need to define the destination addresses, 16-bit addresses are chosen because in our experimental
setup not a lot of XBee antennas are used, so 16-bit suffices.

This requires some planning, the right sending antenna needs to be coupled with the right receiving
antenna and vice versa. To explain this easier Figure 19 shows the three antennas that are being used
in the experimental setup and how they communicate.

XBee A
Source: 1111 antenna
Destination: 22 22

p.
~

(

XBee B XBee C
Source: 22 22
Destination: 11 11 i e Source: 33 33
' I Destination: 11 11

Figure 19: Explanation communication with experimental setup

XBee A is connected to the controller, B is connected to the Arduino microcontroller and C is
connected to the sensor.

As you can see XBee A sends data to XBee B. B only needs to receive data so the destination address
doesn’t matter, but 11 11 is chosen just in case B ever needs to send any data back to the controller.
C sends back to A. Therefore the destination address of C needs to be 11 11, the source address of A.
The destination address of A needs to be 22 22, the source address of B.

After the destination and source addresses have been correctly configured, the baud rate of all XBee
antennas must be configured to be the same. This is important because if two devices are
communicating at the same speed, data can be misinterpreted or deemed completely wrong and
dismissed (Jimblom, sd). For this setup the standard baud rate is chosen, which is 9600.

Lastly the 1/0O needs to be configured according to purpose of each antenna. XBee A does not have to
control any I/0 so these can remain disabled. Because XBee B is connected to the Arduino, no I/O
configurations need to be made. These will be done in the Arduino code. XBee C needs an analog
input in order to read the sensor value, so this is configured.



4  Frame

The data we send and receive via XBee is formatted into a “frame”. This is a standard format in which

every byte has a meaning. This makes it easier to understand where the data starts and ends. In a
frame all the bytes are a hexadecimal value.

In Figure 20 the frame structure is displayed. It consists of a few different elements and each has a

meaning.

e Start delimiter: this byte is always “Ox7E” so that it is clear when the data frame starts.

e Llength:

byte.

these two bytes indicate the length from the next byte up until the second to last

e Frame data: a few different things are indicated here, the APl identifier, frame 1D,
Destination address, extra options and RF data.

o APl identifier: This indicates the type of frame, for instance: sending frame, receiving
frame,...

o Frame ID: This is only used when an acknowledgment is required, for these
experiments we do not require this so this byte is set at “0x00".

o Destination address: this indicates to which address or from which address the data
is being send/received.

o Options: Different options can be chosen with this byte. For these experiments
acknowledgements need to be disabled so this byte is set to”0x01”.

o RFdata: This is the actual data that is being transferred from one XBee to the next.
This can be anywhere from 0 to 100 bytes, and also includes a checksum at the end
to check if the data is correct.

Start Delimiter Length Frame Data Chacksum

OXTE

| [ mse 'SJI APkspecific Stuctre | | 18yte |
AP| Identifier |dentifier-specific Data

| Ox cmdData
Frame D (Byle 5) Destination Address (Bytes 6-7) Oplions (Byte B) RF Data (byte{s) S-n)
Identifies the UART data frame for the 0x01 = Disable ACK
host 10 correlale with a subsequent ACK MSB first, LSB |ast, Ox04 = Send Packeat with Up to 100 Bytes
(acknowledgment), Selting Frame Broadcast = OxFFFF Broadcast Pan ID per packet
10 10 '0" will disable response frame. All other bits must be set to 0

Figure 20: General frame structure
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4.1 Sending frame

As previously discussed frames have different APl identifiers, these indicate which kind of frame is
created. For a frame that is designed to send information the identifier is set to “0x01”. This indicates
a TX request for a 16-bit address. Figure 21 below shows what a complete frame looks like in XCTU.

7E 88 87 81 88 11 11 81 18 F1 DA

Figure 21: Sending frame
In this frame we can differentiate all the previously discussed elements.

e 7E:start delimiter

e (0007: the frame is 7 bytes long from the next byte until the second to last byte
e 01:significates a send request for a 16-bit address

e 00: no response frame needed, no acknowledgement

e 11 11: destination address

e 01: the option for disabling acknowledgements is selected

e 10 F1: the data that is being send

e DA: the calculated checksum

4.2 Received frame

A frame that is being received will have the identifier set to “0x81”. This indicates a RX request from
a 16-bit address.

JE B8 87 81 ee 22 22 81 18 F1 B8

Figure 22: Received frame

e 7E:start delimiter

e 0007: the frame is 7 bytes long from the next byte until the second to last byte
e 81:significates a receiving request for a 16-bit address

e 00: no response frame needed, no acknowledgement

e 22 22:source address

e (01: the option for disabling acknowledgements is selected

e 10 F1: the data that is being send

e B8: the calculated checksum

The data that is being sent is not limited to just the control / measured value. For some tests a
sequence number is included in these data bytes. This made it easier to see when which frames get
sent / received.

There are various different types of frames you can send via XBee antennas but these are too many
to list here. The frames discussed previously are the ones used in these experiments.

Also for the experiments a sequence number was added to the data before the checksum “F1” in the
examples given previously. This one byte of data is import to know when the frame was sent /
received.



5 Explanation of the LabVIEW program

To explain the program easier, it is separated in five parts: creating signal (1), Xbee sending (2), PID
(3), Xbee receiving (4) and saving (5). In Figure 23 the total LabVIEW program and the part described
below are displayed. For a global overview of this program please take a look at the appendices at
the end of this paper.

Every part will be explained in a separate paragraph. The code will be shown and a short text will
explain how it works. For the communication tests (Chapter 8 Communication) the code was
changed in some aspects. These changes will be explained in the appropriate chapter.

[m=—————

Figure 23: Total LabVIEW program

5.1 Creating signal

The user can choose from four different input signals: sinusoidal, ramp, square and a steady
reference. Each of these signals will explained in the following chapters. The user can change these
signals by using a case selector block, displayed in Figure 24.

0: Sinusoidal
1: Ramp
2: Square
3: Steady ref

&=

Figure 24: Case selection of input signals
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5.1.1 Sinusoidal input signal
For the first method three different sinewaves will be formed, where the maximum will be decreased
every sinewave.

So the signal will be a sinus from 0 to 1023 and back to 0 after that the signal will go to 680 and back
to 0 and the last sinus will go to 340 and also back to 0. Every sinus will be 1000 samples long, so
when the loops reaches 3000 sinus the test will stop.

T : : T

0,01
;=
_gD 13 L
Simulate Signal
Sine Heed SR}

Figure 25: Block diagram of the sinusoidal input signal

Figure 26 shows an example of what the sinusoidal input signal will look like.

Sinewave input function

Figure 26: example of the sinewave input signal



5.1.2 Ramp input signal

The next method is a simpler one, a ramp function that increases the value by one every time the
main loop of the LabVIEW program is executed. The ramp function is 3000 samples in length. The
ramp will reach its peak at 1500 samples and will go back down to zero.

Figure 27: Block diagram of the ramp input signal

Figure 28 shows an example of what the ramp input signal will look like.

Ramp input signal

Figure 28: Example of the ramp input signal



5.1.3 Square input signal
This signal will send a maximum value of 1500 for 100 samples and then a minimum value of 0 for
that same amount of samples. A start offset of 50 samples is chosen. The total duration of this signal

is 500 samples.

Simulate
Signal2
Sguare

N

Figure 29: Block diagram of the square input signal

Figure 30Figure 28 shows an example of what the square input signal will look like.

Square input signal

Figure 30: Example of the square input signal



5.1.4 Steady reference input signal

This signal allows the user to send a constant value as an input signal. This signal has no fixed length
and the value can be changed as the user pleases.

Send. Val.
] 0-1500

Figure 31: Block diagram of the steady reference input signal

shows an example of what the square input signal will look like.

Steady reference input signal



5.2 Xbee sending
This VI is used to create a frame that store the data that needs to be sent to the actuator. More
information on how these frames are configured can be found in chapter 4.
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Figure 32: The XBee send VI

The VIl is consists of 5 parts. In the first part the constant frame parameters are formed (indicated by
ared 1in the top left corner of Figure 32). At the bottom of the figure you can see how a frame is
composed. These constant parameters are saved in an array and after these, the data bytes and
checksum is added.

The second part is where the data gets transformed to 8 bit or 1 byte of data. The PWM of the
Arduino can only read an 8 bit signal, therefore the 10 bit signal needs to be converted to an 8 bit
signal. The next byte of data is used for the sequence number and this gets set to the eight position
in the frame.

In the third part the checksum is formed. At the end of every frame there needs to be a checksum.
This is calculated by the sum of the array without the start delimiter and the frame length. This
number is then subtracted from the hexadecimal number “OxFF”. This checksum will set in place 11
of the array. After this the frame is complete and gets formed into the frame so it can be sent
through the XBee antenna.

The fourth part consists of making the sequence. Every time the Xbee sends a frame the counter will
increase by one as long as the sequence is lower or equal to 65535. Then the sequence will start
over.
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The fifth and final part consist of a visa write function, where the frame that is formed is sent to the
Xbee antenna. If there is an error before the sending block, the sending block will not be executed.

The USB port IN variable will determine through which serial port the information will be sent. This

port needs to be the port where the Xbee antenna is connected.

5.3 XBee receiving

The XBee receive VI takes the information that is useful out of the received frame. This VI includes
three cases: Receiving for the experimental setup, receiving for communication tests and one for
receiving with a filter and a check on the checksum.

The part that stays the same for all of these cases is shown in Figure 33. First of the received frame is
imported into LabVIEW. The frames that are received after this, will be put in a buffer. The correct
USB port is set, so the myRIO device knows where to look. Next the amount of bytes that is being
received is checked.

The frame that was imported is checked for the frame delimiter byte “7E” this indicates where the
frame starts. If this byte is not found a zero is passed through. If the start delimiter is found the data
will be extracted out of the frame. All these action will be done within the case structure explained in
the next chapter.

USE portin

/0

Bt |pstr

é}-tes at Portk ._

error in (no error) E_

[(Sack

=

Frame delimeter

Mmber of bytes (frame)

Figure 33: First part of the XBee receive general VI



5.3.1 Case structure of XBee receiving
When the case structure is true, the start delimiter of “7E” was found.

Checksum = Ok?

P

Read buffer
{bibe]

132

Figure 34: True case structure of XBee receiving

In the first part the two bytes after the start delimiter is checked. These bytes are the least significant
byte and most significant byte of the length of the frame. The most significant byte is multiplied by
256 and added to the least significant byte. This value is then added by one for the checksum.

In the second part the data gets converted into a decimal value, this will be the receiving value. The
data bytes are located on the eighth and ninth location in the frame.

The third part checks the checksum of the frame The sum of the entire frame is taken without the
start delimiter and the frame length and check if this equals “OxFF”.

The last part is where the checksum of the frame is checked. It takes the sum of the whole frame
without the start delimiter and the frame length and check if this is FF.
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When the case structure is false , the start delimiter of “7E” was not found in the frame.

[ False "t

Figure 35: False case structure of XBee receive

The USB port that is being used and the error list gets transferred through and all the values that are
being sent are zero.

The final part of the LabVIEW code contain the outputs.

USB port out is for the next serial connection. If there is an error it will go to the error out port. The
data that was converted to a decimal value will go to the sending value. An array will be formed and
every element of the frame is put in it. This is for checking the received frame.

E'JSB p:nrt DutE
o

error out
e

Sending Value

Array (frame)
e b
;‘

Figure 36: End of the XBee receive VI



5.4 Implementation of Pl controller in LabVIEW
As stated before the control algorithm that was chosen for our control network is a Pl controller.
LabVIEW has a built in PID block, this is used. Only the P and | part of the controller is set.

The created signal between 0-1500 on the left side of the picture is converted to a value between 0-
1023. This is the input for the Pl controller. The two values above the PID controller block are the
output range in between which the values can be sent. The blue line coming from the bottom of the
figure is the received value. PID gains are the values that are being set for K and Ti factor.

Heference value(0-1023 0-1022 send
OE “'
DELE=
i
..................... e
!_ SEHD
Sigﬂﬂl 1023 r“:-..“ -
(0-1500) —1
P ' — [ FiD
B
SGL
| PID gains
11]23| :
' ﬁ Conversion to go from 0-150.0v
e to 0-10v, the range for the myRio.

Figure 37: PID implementation in LabVIEW
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Figure 38 and Figure 39 show the implementation of the PI controller into LabVIEW. Figure 38 shows
how the VI accepts a few inputs such as: Setpoint value, Process variable, PID gains and Output
range. As well as one output: Output value.

Setpoint value: this is the desired value of the control variable.

Process variable: this is the measured value of the control variable, looped back into the PID
controller.

PID gains: here the values for the control parameters are defined. These include:
proportional gain, integral time and derivative time. Since we are only using a Pl controller
the derivative time is left at 0.

Output range: the limits within which the controller is allowed to operate.

Output value: returns the output of the control algorithm.

In Figure 38 a more detailed look at the PI controller and its inputs and outputs is shown.

In Figure 39 the front panel is shown in which we can configure the PID gains. This was done so that
the control parameters could be changed quickly and easily. It also serves as a visual reminder on
which parameters were chosen for a test.

Setpoint value
Process variable

PID gains

proportional gain (Kc) 1]1,000

Output value integral time (Ti, min) /{0,001

Outputrange

) i i et 7Y
PID gains derivative time (Td, min) Ar‘0,000
Figure 38 : Block diagram of PiD controller Figure 39: Front panel of the PID gains

43



5.5 Saving data and analysing

The data from the test need to be saved for analysing. First the data gets collected at the case
structure by indexing. After that the data gets put into an array and goes to a Write Delimited
Spreadsheet. Here the data is written in to a CSV and txt file.

These files will be loaded into an Excel spreadsheet and from here the data can be analysed and
graphs can be made.

Data:

1.-Sequence(cycle nurmber)
2.-Reference (0-1023)

3.-5end converted value (0-1023)
4,-Receiving value(D-1023)

Hooo

P

Figure 40: Saving data for analysis
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6 Arduino

6.1 Code for tests with Pl controller

As explained in a previous chapter an Arduino Uno microcontroller is used to interact with the piezo
electric actuator. The micro controller receives data from the XBee antenna through the XBee shield,
but some code is needed in order to process this data.

Figure 41 represents all the code that is being used in the Arduino to control the actuator. Firstly all
the variables need to be initialised. The pin which is chosen as the output for the PWN signal is
defined as pin 5. All other variables used later on in the code are given an initial value of “0”.

In void setup the baud rate needs to be set for the serial communication. The value 9600 is set as this
will be the same as the baud rate of the XBee antennas.

In void loop the main program runs continuously. If the serial buffer of the Arduino is filled with at
least 10 bytes, the bytes can be read. Because the layout of the frame is known we know that the
first byte is the start delimiter, second byte is the most significant byte of the length, ... Therefore we
can save these individual bytes in the correct variables.

Now we are only interested in the actual data byte, in which the position of the actuator is saved.
This byte is saved in the variable “bDataPacketLSB”. We only use the least significant bit because the
PWM signal of the Arduino only accepts an 8-bit value. This is then written to the previously defined
PWM pin with the code AnalogWrite(PWMPin, bDataPacketLSB).

Figure 41: Arduino code for piezo electric actuator



6.2 Code for communication tests

In the next chapter there will be a detailed description on how the communication tests were carried
out. But in order to do these tests the code in the Arduino had to be altered. The Arduino now simply
reads incoming data and sends it back. The delay between messages can then be measured as well as

the package loss.

byte bStartDelimiter = 0;
byte bLengthMSB 07

byte bLengthLSB 0;

byte bAPI Id = 0;

byte DbAPI FrameId = 0;
byte bAdresMSB
byte bAdresLSB 0;

byte bOption = 0;

byte bDataPacketMSB = 0;
byte bDataPacketLSB = 0;
byte bSequence = 0;

byte bChecksum = 0;

Il
[’

void setup () {

Serial.begin (9600);

Figure 42: initialisation and setup communication
code

REON!

(Serial. L ()>11){
bStartbDelimiter = Serial. i{) s
biengthMsSB = Serial.read():
bLengthLSB = Serial.read():
bAPI_ Id = Serial.:r: ():

PAPI Frameld = Serial. ad ()2
badresMsB Serial.read():
bAdresLSB = Serial.! (s
boption = Serial.rsad();
bDataPacketMSB = Serial.read():
bDataPacketLSB Serial.! )
bSequence = Serial.rvead():;
blhecksum = Serial.reazd();

(bStartDelimiter):

e (bLengthMSE) ;

e (bLengthLSB) 7
(bAPI_Id):
(bAPI_FrameId):

= (bAdresMSB)

= (bAdresLSB) ;
(bOption)
(bDataPacketMSB) 7

= (bDataPacketLSE);

& (bSequence) ;

(bChecksum) ;

Figure 43: Main loop for the communication test

In Figure 42 the code starts, here all the variables are initialised with a value of 0. So that when the
program restarts no data gets transferred and everything starts at “0”. These variables all represent
the different bytes that will be sent in the frame by the controller.

Next is the void setup, here the serial communication is configured with a baud rate of 9600. This
baud rate needs to match those of the controller and all XBee antennas, in order to guarantee good

communication.
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In Figure 43 the main loop of the Arduino code is displayed. This starts off with an if statement, here
the rest of the code will only be executed if there are eleven or more bytes in the buffer of the
Arduino.

At first all the bytes get read one by one, and saved in various variables. This allows for easy access to
different parts of the frame. This part is almost exactly the same as with the Pl controller test, except
for one byte. One byte is added after bDataPacketLSB, namely bSequence. For this test it is important
that the sequence number of the sent frame is known. Then when this frame is received again by the
controller, it can be calculated how long it takes for the Arduino to send this information back.

Lastly the exact variables that were previously read, are sent back in the same sequence via the XBee
antenna to the controller.



7 Controller

For the control algorithm a simple Pl controller is used. This type of controller is chosen because it is
simple to implement, simple to configure and is most commonly used in industrial processes. It is
also easy to implement this into LabVIEW as it has its own VI. This VI allows for quick and easy
changes to the control parameters.

7.1 LabVIEW real-time programming
“The LabVIEW Real-Time Module combines LabVIEW graphical programming with the power of a
real-time operating system, enabling you to build deterministic real-time applications.

A misconception about real-time is that it means quick. More accurately, real-time means in-time. In
other words, a real-time system ensures that responses occur in time, or on time. With general
purpose operating systems, you cannot ensure that a response occurs within any given time period,
and calculations might finish much later or earlier than expected.

A real-time system consists of software and hardware components. The software components include
LabVIEW, the RT Engine, and the LabVIEW projects and Vls you create. The hardware components of
a real-time system include a host computer and an RT end-effector.” (National Instruments
Corporation, 2010)

An option could also have been to make use of this Real-Time programming in LabVIEW. This would
make our wireless control network more reliable and more accurate. Unfortunately this method of
programming was not used in this paper because of time constraints.

When this programming gets implemented in a real life application this could very beneficial for the
control network. It would definitely be a good next step in the right direction to make the control
structure more responsive and in general faster.



7.2 Parameter configuration

In order to configure the Pl controller a MATLAB toolkit was used to determine sufficient parameters.
This toolkit uses a series of data which we acquired through LabVIEW. This program allows us to
perform a step-response from which we then can collect data. This data is stored into an excel file,
which we then read via MATLAB and stored into a 1-dimensional array.

1— [D] = xlsread('SearchingPIl.csv');
2 — Outputdata = D(:,3):

Figure 44: MATLAB program to read data from excel file

As you can see this is a very small program, but invaluable in order to determine the PI control
parameters. This “Outputdata” is then used as the basis on which a step-response plot is created.

Next a tool called PIDTuner is used to get a rough estimation of the Pl control parameters. By visually
tuning the step response curve a value for K and Ti is calculated. This is not the most optimal value
for the controller but it is a good starting point.
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Figure 45: PIDTuner and control parameters

These parameters were initially used and a few tests were concluded, and data was collected. The
parameters were a good start but required more finetuning. So these values were changed a few
times until better results were obtained.



7.3 Lost packages filter

To have a better controlled system, the package lost filter is made. If there is a

] package lost , the Pl controller will try to make the difference between the
MI::';;':_“ [~ measured value and demanded value as small as possible. It will also do this as
rLTer |—— fast as possible. In reality the measured value is different than the receiving
o value. Therefore the filter will use the previous received value to control the
system.

Figure 46: Package lost
filter VI

The package lost filter was the first solution to make the controlled system better. This solution was
temporary and there were some doubts about the communication and installation of the plant.
Therefore the communication was separated from the plant. This will be explained in a following
chapter called communication. The better way to check the frame is with the checksum. This will be
explained in chapter modifying the XBee Receive VI.

On the next page a graphic explanation of the LabVIEW program will be given. The VI block works as
follows. First it is going to check if the receiving value is equal to 0. If it is not equal to 0 it will just
take the receiving value for controlling the system. When the receiving value is 0 it will check if the
previous sending value is a 0.

For example if the previous sending value and the receiving value are equal the system just receives
the 0 otherwise it will take the previous received value.

It will make sure the PI controller does not need to control extremely when it is not necessary.
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8 Communication

As discussed in the first chapter, communication is a big part of this paper. To provide the wireless
communication XBee antennas were chosen, but are they adequate for control applications? This is
what needed to be researched.

In order to test the accuracy and reliability a few tests needed to be done. For this the experimental
setup discussed previously needs to be changed.

Only the myRIO controller and Arduino Uno microcontroller are being used. The piezo electric
actuator and sensor combination will not be used because this does not affect the communication.
The principle behind these tests is to see how the frames are sent and received. And to measure the
time delay on these messages also called latency, the amount of messages that get lost as well as the
effect of the range on these factors.

8.1 Changes made to the LabVIEW program

In order to test the communication characteristics properly, a few changes needed to be made to the
LabVIEW program discussed in chapter 5. These changes will be discussed and explained in this
chapter.

8.1.1 Modified creating signal

The tests that were done before were rather short, for the communication tests longer tests needed

to be performed. The creating signal block was trimmed down to just include the ramp signal and the
steady reference signal. The ramp signal was modified to go up and down between the values of 100

and 900. The steady reference signal was just copied from the previous program.

0-1024

T Sending Val.
oz 0-1024
— R
WIEE]
I32
Sended Val.
0-1024
Send. Val. (-1)
0-1024 2
izt Stop
TF
Loop time
asg——
I3

Figure 48: Modified ramp signal



In this test, the number of samples that were taken was 600000. In the first case, if the value is
lower than 100 it will just count up with 1. If the value is higher than 900 it will count down. If it is
higher than 100 and lower than 900 it will check the two previous values. If it was counting up it will
still count up and if it was counting down it will still count down.

This ensures that the correct amount samples is counted.

8.1.2 Modified XBee send

For this VI there where almost no changes. Except the case that there is no possibility to send more
than 1023. When the value is higher it will automatically send 1023. If it is less than 1023 it just sends
the created signal.

Actuator signal

1023

Figure 49: Modified XBee send

8.1.3 Modified saving
For testing the communication there was more interest in knowing which was the sending frame,
receiving frame and the checksum.

Sending frame file path (String)

IIEE

E [# .F‘u.fh
3 =

Receiving frame

EEE*' at i ‘%H‘

Checksum ok or not

2]
=5

i||[izT
H
k

=14

'

Figure 50: Modified saving code
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8.2 First tests

For the first tests a simple ramp test is performed in order to see if the communication works

correctly. The results are show in Figure 51 and Figure 52, these results were the best of the tests

that were done.
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Figure 51: Communication test B
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Figure 52: Communication test D
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From the first graph it is clear there is a starting error in the beginning of the test. Every time the
communication starts there are a couple of strange receiving values. After that the correct values
come in, but at a latency.

The second problem that can be noticed is these peaks that are actually zeroes that are being
received by the XBee antenna. These zeroes also seem to be periodic, from every test that was
carried out these zeroes came back at a periodic cycle. This could be credited towards a fault in
reading the frame, but this needs to be researched further in order to get a clear conclusion.

From these graphs the conclusion can be made that the latency is going to be a problem in
controlling the plant. The latency depends on the starting error and every time a wrong frame value
is read the latency gets bigger. We can derive the next formula from this conclusion:

Latency = Starting error + amount of wrong frames

Equation 1: formula to calculate the latency

This means that when the communication cycle runs for a long time, the latency will get worse over
time. This will have severe consequences for the controlling aspect of the system. As the latency will
get so big that it becomes impossible for the Pl controller to effectively control the system.



8.3 Buffer error

To understand where this starting error comes from, a closer look was taken at the received data in
the beginning. At first it was thought that these values were random, but after a few tests and upon
further inspection it became clear what the problem was.

These values were not random at all, they were the values that were dropped or read wrong in the
previous test. This meant that the myRIO would hold these values in a buffer and does not clear this
upon starting a new test. This is something that can be solved easily with the VISA clear function in
LabVIEW.
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VISA resource in JF=a ,..i VISA resource out
CLE
# B Errorout

Figure 53: VISA clear function in LabVIEW

This function has one input and two outputs. The VISA resource in specifies the VISA resource to
open and VISA recourse out is simply a copy of the resource used as an input. Error out contains
information about an error that may occur.

8.4 Lost packages
There are a couple of things that can be the cause of this problem. To solve this problem , the cause
needed to be more clear.

From the first tests it was clear that these wrong frames were periodic. Upon further inspection is
also became clear that these frames were missing the data and checksum. In the next loop no frame
was received and after that the myRIO is getting the frame that was wrong or not received entirely.

First of all this wrong frames are at a specific time and are periodic. The frame that the myRio
receives is missing the data and the checksum. The loop after the fault there is no frame and after
that the myRIO continues with the next value. An example is given in Table 1



Previous rec. Val. Current Rec. Frame

8101001111 0100 09D2
9| 01001111 0100
10
0 | 0100 1111 0100 OBDO
11 | 01001111 0100 OCCF

Table 1: example of missing frame

There are a couple of possibilities for the problem. There can be a problem with the baud rate, frame
length and the loop time in LabVIEW. Maybe more characteristics will affect this problem but these
are the ones that are researched in this paper.

To check if it relies on the loop time in LabVIEW, A simple way is to just change the time of the wait
function. This quick change proved that there were no changes, frame were stilling being read
wrong. Figure 54 and Figure 55 shows the results of two test with different loop times. Of course
more tests were done but were not included here because they all showed the same results.
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Figure 54: Communication test 65 ms looptime
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Communication test 100 ms looptime
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Figure 55: Communication test 100 ms looptime
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The Second possibility was a change in frame length. This needed to be done in the LabVIEW code as
well as in the Arduino code. Instead of only sending data to the Arduino, the myRIO is sending now
also the sequence number so it can always be checked which frame was read wrong or lost entirely.
Again after a couple of tests there was no change in receiving the wrong frames. These graphs looked
the same as the ones in Figure 54 and Figure 55 so these were also not included here.

The last option was that the clocks were not in sync. Therefore the baud rate needed to be changed
so that the periodic nature of these wrong frames would change, and we could record this data. The
serial communication of the myRIO and Arduino were set to 9600 as standard, this value was
changed to 4800 and 19200 and a couple of communication tests were done. The wrong frames still
kept coming in at the same intervals, so this was not the solution after all.

After many more failed attempts at trying to find the solution something remarkable was noticed
while reviewing the data. When constantly sending the same value, no frames were read wrong, no
matter how long the test was carried out.

The only time the frames were read wrong was when the hexadecimal value “0A” was sent via the
XBee. This is the hexadecimal number for 10, but is also found in the numbers 266, 522 and 778. This
would explain why the lost packages seemed periodic because the nature of the tests had always
been a ramp.

To test this further we plugged both antennas directly into the computer and tried to send a frame
with the data byte “0A”. Via the XCTU software console it could be checked what the antennas sent
and receive. The frame got sent correctly from one XBee to the other XBee. From this we could
deduct that the antennas were not the problem.

The next step towards finding the solution is to check the LabVIEW program. In order to investigate
this further it needs to be known how LabVIEW converts the data into values. To visualise this the
VISA read function is changed to a String subset function.

SR S
"'R" %

Figure 56: Example VISA read to String subset function

In Figure 56 the situation before and after the change is shown. The string subset function takes in
this example the first byte out of the frame. This changes how the LabVIEW program reads the data,
but this did not make a difference for the dropped frames.



8.5 Modifying the XBee receive VI

There were some problems with the 0A and the receiving VI doesn’t check if the checksum is ok. At
this point it does not matter if the frame is correct of not, the program will use it anyway. Every time

there was a problem with the OA the checksum was also not correct. So these two problems can be
solved at the same time.

The thought process to improve the controlling part is when there is a fault in the checksum, the
myRIO is going to use the previous frame and use that data to control the system. All the changes are
in the receive VL. In this paragraph, the changes are explained to the XBee receive VI.

Faults
Zfaults
BE=T) I S B 7 4 o, S -

“IFLTER
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Previous frame Data MSE Mew frame

___
labc [* abc
b Data LSE e

Figure 57: Changes to XBee receive VI

The first two changes are saving the faults and saving the previous frame. Every time a frame gets
lost or interrupted and the previous frame gets sent, it will count up with one.

The red circle in Figure 57 is shown in detail in Figure 58.
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Figure 58: True case of the checksum check



There is a case structure in the file with a true and false case. If the checksum is correct it will carry
out the true case. This will do the same as the other receive Xbee VI discussed in chapter 5.3.1.

The false case means that the checksum isn’t correct and the previous frame need to get used.

Not only the previous frame will get used but the buffer will get cleared. It is also interesting to save
the total number of frames that are lost. The rest of it will be the same as the previous receiving VI

discussed in chapter 5.3.1.
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Figure 59: False case structure of the checksum check




9 Comparative system tests after solving the problems
Finding the problem for the frame lost every time there was a OA in the data, was not
successful.

But solving the problems was not an issue. The difference between the value you want and
the receiving value is very small after solving the buffer error and the frame lost.

In the two tests below the sending value is the reference signal. The Pl will control the
sending value depended on the received value. Both PI controllers are configured with the
same parameters. In the two examples they are not getting to their maximum value.

Every test is done with a loop time of 100 ms. So one sequence is equal to 100ms. The setup
of the test was like in Figure 14 and Figure 15 earlier in this paper.

Pl test (0,1/0,001)
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Figure 60: Test before optimisation
Pl test (0,1/0,001) after communication optimisation
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Figure 61: Test after optimisation
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To test the difference between these two graphs, the deviation was taken between sending
and receiving. Because of not reaching the maximum, the first 800 samples were taken. For
the test before the communication the average deviation was 34,54. AT the second test the
average deviation was 5,23. This is respectfully 3.58% and 0.51%.

9.1 Test after increasing the input voltage

To reach the maximum of the piezo electric actuator, the voltage between the emitter and collector
was increased to 10.4 V from 10 V. To find out how the maximum voltage could be sent over the
actuator, the option steady reference was chosen to create the signal. The myRIO sends a value of
1023 to the Arduino and after that the voltage over the emitter and collector was increased slowly
until 150V. The results are shown in Figure 62 below.

Pl test after communication with voltage increase
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Figure 62: Pl test after optimisation with voltage increase
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This test shows very promising results because there is not much delay. Furthermore the
plant that is being used for this test is delicate and not optimized.

The deviation for this test was also very promising because the average deviation is 0.44.
This percentage is the deviation of the total value(1023). The average deviation is bigger
around the maximum value of the system. This deviation error is shown in Figure 63.

Error

Percentage of total

Sequence(x 100ms)

Figure 63: Deviation error between sending and received value
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10 Conclusion

As stated in the first chapter of this paper, the main goal was to create a wireless control loop with a
Pl controller, sensor and end effector. As also discussed in the previous chapter, this was successful.
We of course did not stop at just the implementation. Some problems were encountered such as
package losses and latency. These are characteristic to wireless systems but it was deemed necessary
to further research these aspects in order to determine the validity of using wireless networks in a
control structure.

During the communication tests more problems were found with the wireless transmission of the
data. The latency problem was fixed relatively easily by clearing the buffer before starting the
communication but the package loss problem was not solved so easily. A lot of tests and solutions
were tried but often without success. In the end we were still unsuccessful in finding the cause of this
problem but at least a solution was found. By implementing the package loss filter discussed in a
previous chapter, this was no longer an issue and further tests could be done.

With the communication problems solved, new tests with the Pl controller could be carried out.
Something that immediately became clear was that these communication errors caused a lot of
interference with the controlling aspect of our setup. Without the package losses the controller did
not have to react so harshly and the end result was a much cleaner and accurate control signal.

Overall we can conclude that the implementation of the Pl was successful, however there are some
things to take into account. There are a few problems inherent to the wireless transmission of data.
For instance this should only be used with non-critical systems. Also for systems that require real
time control, the response time of the wireless systems is just too slow. This could be possible by
using the real-time programming way with LabVIEW but this remains to be tested.



11 Future work

One of the things that need to be researched is why the frames with “0A” data bytes get lost. There
is a possibility that this is a programming error but a closer look needs to be taken.

It might also be interesting to do more long distance tests as well as trying to control multiple plants.
Maybe a change in controlling algorithm might be significant to research, or at least get better
control parameters for the Pl controller.

And finally, trying to convert the current LabVIEW programs to real-time LabVIEW programs. We
think this could be of great value, and improve the system even more.

This project was based more around an ideal Pl controller in a wireless network. It will also be
interesting to put in some external interferences and research the changes this causes to the control
loop.
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Appendices

The following graphs represent the tests that were done at the very beginning, with the experimental
setup and without a Pl controller.

Step respone (No Pl controller)
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The following graphs represent the tests that were done with the experimental setup and with a
configured PI controller. See the graph titles for more details. When information is written in
brackets this means the Pl settings (K/ Ti/ Td)
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Pl settings 1

1200

1000

o o o
o o o
(] © <

Suini@daa / Buipuas anjep

o
o
o~

1£44
8€8¢
(47X 4
999¢
08s¢
veve
80v¢
[44°4
9€¢CC
0ST¢
¥790¢
861
681
908T
0cLT
ve9T
81ST
(44"
9LET
06¢T
v0cT
8TIT
ceot
976
098
vLL
889
09
919
(03y%
1443
8G¢
(44"
98

Sequence (x 100ms)

e Sending == Receiving

Pl settings 2

1200

o
o
o
—

o o o o
o o o o
0 O < ~N

Suini@dal / Suipuas anjep

1444
8€8¢
(47X 4
999¢
08s¢
veve
80v¢
eee
9€cCC
0ST¢
¥90¢
861
681
908T
ocLT
7€e9T
81ST
[l
9LET
06ct
v0cT
8TTT
ce0t
976
098
vLL
889
09
919
oey
1443
85¢
(44"
98

Sequence (x 100ms)

e Sending == Receiving

71



Pl controller ramp function
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Closed loop with filter 2
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Closed loop (0,200/0,001/0) and filter
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These are Pl controller tests but instead of a ramp function, sinus functions are used as the input
signal.
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These graphs represent tests that were done with the best Pl parameters that were found. Without
the lost samples filter.
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Value sending / receiving
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Pl tests but at different loop times. To see what effect this has on the lost frames.

Time 10 ms

1200

1000

—

o o o
o o o
0 o <

Suini@dal / Buipuas anjep

200

ov6C
968¢
cLLT
889¢
09¢
0¢sce
9eve
CSEC
89¢¢C
¥81¢
00T¢
910¢
[43)
8181
voLT
0891
96ST
[4%)"
8l
vreET
09¢T
9LTT
60T
8001
1449
08
9sL
[4A°)
889
0S
ocy
9ee
[474
89T
8

Sequence(x 10ms)

e Sending == Receiving

Time 10 ms test2

1200

1000

o o o
o o o
0 © <

8uini@a4 / Suipuas anjep

o
o
~N

¢S6¢
048¢
88/L¢
90L¢
29t
se
09¥%¢
8L¢EC
96¢C¢C
14144
CETC
0S0¢
8961
9881
08T
[44A>
ov9T
8GST
9LVT
V6ET
[4%)
oect
5149
9901
786
06
0¢8
8€L
999
LS
(4514
Oty
8ce
Elg4
9T
8

Sequence(x 10ms)

e Sending == Receiving

78



Time 65ms

1200

o o o o o
o o o o o
m 0 O < N

8uini@2a4 / Buipuas anjep

[41°r4
T¢8e
0€LC
6€9¢
815¢
LSYT
99¢€¢C
SlLee
8T¢
€60¢
¢00¢
1161
0¢81
6¢LT
8€91
LVST
9svT
S9€T
744"
€811
60T
T00T
0T6
618
8¢L
LE9
I
SSv
9¢
€LC
81
16

Sequence(x 65ms)

e Sending == Receiving

Time 65 ms test2

1200

—
o o o o o
o o o o o
w 0 © < ~N

8uinl@a4 / Suipuas anjep

(4114
T8t
0€Le
6€9¢
81S¢
LSVC
99¢€¢
STA44
8T¢
€60¢
00¢
1161
0¢81
6¢LT
8€91
LyST
9SvT
S9€T
vt
€811
60T
T00T
016
618
8¢L
L€9
Elg
SSv
9¢
€LC
81
16

Sequence(x 65ms)

e Sending == Receiving

79



Time 15ms
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More step tests to see how fast the Pl controller reacts.

Value sending / receiving
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These graphs represent the tests that were done when the lost package filter was first implemented.

The control signal is inverted so that it becomes easier to see on the graph, otherwise it would
overlap with the receiving curve.
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New control parameters had to be tested because the lost package filter changes the characteristics
of the system.

Filter test (P1 0,1/0,001)
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Filter test (P1 0,2/0,001)
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These graphs represent the communication tests that were carried out with the use of the
experimental setup. These tests were done by only using the myRIO device and the Arduino Uno
microcontroller. In the tables the amount of samples in between a lost sample is recorded.
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Communication ramp test
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These graphs represent the amount of samples in between lost packages, the periodic nature of the

problem can be clearly seen on these graphs.
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Samples between lost packages
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In this graph the LabVIEW program would send packages as fast as it could, the times you see here is
the time it takes for LabVIEW to construct a frame. The average time needed was around 20 ms.
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This is the global LabVIEW program, this is only to give a clearer view than in chapter 5.
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