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Abstract. Feedback and feedforward are two fundamental mechanisms that sup-

ports users’ activities while interacting with computing devices. While feedback 

can be easily solved by providing information to the users following the trigger-

ing of an action, feedforward is much more complex as it must provide infor-

mation before an action is performed. Fortunettes is a generic mechanism provid-

ing a systematic way of designing feedforward addressing both action and 

presentation problems. Including a feedforward mechanism significantly in-

creases the complexity of the interactive application hardening developers’ tasks 

to detect and correct defects. This paper proposes the use of an existing formal 

notation for describing the behavior of interactive applications and how to exploit 

that formal model to extend the behavior to offer feedforward. We use a small 

login example to demonstrate the process and the results.  

Keywords: Feedforward, formal methods, Petri nets, interactive systems engi-

neering. 

1 Introduction 

Feedback and feedforward are two fundamental mechanisms supporting users’ activi-

ties while interacting with computing devices. While feedback can be easily solved by 

providing information to the users following the triggering of an action, feedforward is 

much more complex as it must provide information before an action is performed. Au-

tomatic feedforward presents in a systematic way to the users what can be done without 

requiring any dedicated action (e.g. greying out an interactive object that is not availa-

ble). Automatic feedforward is often available in well-designed interfaces. User-trig-

gered feedforward provides localized, contextual information to the users related to the 

actions that they envision triggering (e.g. painting temporarily a selected object in yel-

low while hovering over the yellow button for painting objects). User-triggered feed-

forward is usually not available in user interface, as it requires computing the future 
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state of the application (if a given action is performed) and presenting this future state 

on the UI. 

In [25], the authors exploit Norman’s activity theory [17] to explain the importance 

and the impact of providing users with feedforward in user interfaces, especially in the 

action selection phase. In poorly designed systems, that kind of user activity can be 

very cumbersome especially in the upper part of the model of the activity theory (also 

called semantic distance).  

Fig. 1 presents a typical system offering limited feedforward. In that system (Mi-

crosoft Word) some of the commands for changing text graphical attributes do not pro-

pose feedforward (see Fig. 1 b) while others do (see Fig. 1 c)). Fig. 1 a) presents a 

snapshot of MS Word software with the word Fortunettes selected and highlighted. In 

that version of MS Word, when some text is selected, a contextual pop-up menu appears 

next to the selected text. In Fig. 1 a) the cursor has been moved far away from the 

selected text and thus no pop-up menu is visible. In Fig. 1 b) the pop-up menu is dis-

played and the mouse cursor hovers over the Bold command to change the presentation 

of the text to Bold. However, in that case, no feedforward is presented so it is not pos-

sible to see how the text will be if the Bold command is performed. Surprisingly, Fig. 

1 c) highlights the fact that for altering the color of the selecting text, hovering over one 

of the colors displayed in the pop-up menu applies directly the hovered over color to 

the selected text, thus providing users with feedforward on the color attribute of the 

text.  

a)  b)  c)  

Fig. 1. Inconsistent availability of feedforward in Microsoft Word (Office 2016) 

One of the questions that arises immediately is: why such a sophisticated tool as MS 

Word is not offering feedforward mechanisms for all the functions or at least to all the 

similar functions (e.g. changing attributes of selected text).  

While, as highlighted in [10] and [25], the design of feedforward is an issue. We 

would argue that its specification and its implementation are the key problem to solve 

when it is considered as a potential function to add to the system. In that case, we would 

argue that feedforward is a usability function using the pending concept of security 

function [26] or safety function [13]. While a safety function can be defined as a func-

tion added to a system to prevent undesired safety problems, we would define a usabil-

ity function as a function added to an interactive system to prevent undesired usability 

problems. Within this context, feedforward can be considered as a function similar to 

“undo” and thus requires complex implementation due to its crosscutting nature [13]. 
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This paper argues for the use of a formal approach for the specification and the imple-

mentation of feedforward in a systematic way. We present how the expressive power 

of high-level Petri nets such as ICOs [16] can describe feedforward and how the result-

ing models are amenable to verification (to identify and check properties on the system 

offering feedforward). In a nutshell we propose to produce a Petri net model (called 

Fortune Net) in addition to the model describing the behavior of the application. We 

also argue that a formal model of the initial application can be extended in a systematic 

way to include feedforward functionality, thus reducing development cost of such a 

usability function.  

This paper is an extension of the work done in [7] to offer feedforward mechanisms 

in a more general context. Section 2 presents the foundations, interaction and one de-

sign for the Fortunettes concept for feedforward usability function. Section 3 presents 

the illustrative example of a simple widget-based interactive application that is used 

throughout the paper. Section 4 presents the Petri nets based modeling approach for 

modeling interactive applications and its application to the modelling of Fortunettes 

usability function. Section 5 focusses on the formal analysis of the application model 

and of the Fortune Nets ones. Section 6 concludes the paper and highlight paths for 

future work.  

2 Fortunettes: Design, Foundations and Use 

The origin of Fortunettes [7] is the need of providing feedforward about the future state 

of an application. When including a feedforward usability function in the GUI, the feed-

forward information does not need to be presented permanently (to avoid visual over-

load and cluttering of the UI) but instead we propose this specific information display 

to be triggered by the user on demand (when needed). In our approach, exploring the 

future may be seen as a four steps process: 

• Look at the present, when the user explores visually the user interface elements; 

• Peek into the future, when the user is considering performing an action; 

• Go to the future, when the user confirms and actually executes the considered ac-

tion; 

• Return to the present, when the user is no longer considering the execution of that 

action. 

The choice has been made of providing such feedforward at widget-level as it makes it 

easier to reuse for any widget-based application. Fig. 2 shows an example of this kind 

of widget-level feedforward: when the user hovers over the Login button (that is cur-

rently enabled), the button Logout and the text box (that are currently disabled), show 

their future state in terms of availability (the button Logout and the textbox will be-

come enabled if the user clicks the button Login, while the button Login will become 

disabled). With this information, the user knows that to enable the Logout button, the 

Login button me be pressed first. 
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Fig. 2. Illustration of the Fortunettes concept using the case study. 

The main idea of Fortunettes is to provide the user with an answer to “What will happen 

if I do that?”, by presenting what the result of the user action will be, before the action 

is actually performed. It thus requires the widgets to be able to present their future state 

in addition to their current state (enabled or disabled).  

As presented in [7], the user interface of the application presented in Fig. 2 is the 

following:  

- The application is composed of four widgets (the three buttons and a textbox), 

- The current state of the widgets is displayed on the forefront, the login button is 

enabled, “Logout” and “Send and Clear” ones are disabled, and the textbox is 

disabled too.  

- In order to present the feedforward information, users have to hover over the 

widget of interest. In Fig. 2, the “login” button is hovered and the background 

display of each widget presents the feedforward information showing the state 

of the application if the user clicks on the login button. Current feedforward 

display tells the user that “login” button will be disabled, the textbox will be-

come enabled, “logout” will become enabled and “Send and Clear” will remain 

disabled. Indeed, as the status of “Send and Clear” will remain the same, no 

additional feedforward display is presented. We follow here the parsimony prin-

ciple of user interface designs.  

The design choice presented here is one example of the many possible designs of 

Fortunettes: every widget is decorated with borders to express its future availability 

(full lines for enabled, dashed lines for disabled) and/or its future values.  

This design will not be further discussed as the focus of this paper is on formal de-

scription and engineering support. These two aspects are particularly important as the 

introduction of Fortunettes increases the complexity of the development of an applica-

tion, and, by consequence its reliability. 

3 Illustrative example 

We illustrate the use of the Fortunettes approach with a simple application (as illus-

trated by Fig. 3) that behaves as follows: when the user is logged in, a message can be 

written in the textbox or the user can log out. To ensure that the message only contains 

letters, the edited text is filtered, removing any other characters (numbers, special char-

acters…). If the textbox is not empty, the message can be sent. Sending the message or 

logging out clear the textbox. 
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Fig. 3. Screen shots of the illustrative application. On the left, the user is logged out, on the 

right, the user is logged in and a message is being edited and ready to be sent. 

4 Modelling of Fortunettes behavior 

To support the engineering of interactive applications offering a feedforward usability 

function based on Fortunettes, we propose an approach based on a formal description 

technique called Interactive Cooperative Objects (ICO). We firstly present in this Sec-

tion the formal description technique, then we present how it is possible to derive the 

feedforward behavior of the application from the existing model of the application be-

havior. 

4.1 ICO formal description technique 

The ICO formalism is a formal description technique dedicated to the modeling and the 

implementation of event-driven interfaces [16], using a decomposition of communi-

cating objects to model the system, where both behavior of objects and communication 

protocol between objects are described by the Petri net dialect called Cooperative Ob-

jects (CO) [4]. In the ICO formalism, an object is an entity featuring four components: 

a cooperative object which describes the behavior of the object, a presentation part (i.e. 

the graphical interface), and two functions (the activation function and the rendering 

function) which connects the cooperative object and the presentation part. 

An ICO specification fully describes the potential interactions that users may have 

with the application. The specification encompasses both the "input" aspects of the in-

teraction (i.e. how user actions impact the inner state of the application, and which ac-

tions are enabled at any given time) and its "output" aspects (i.e. when and how the 

application displays state information that is relevant to the user). 

This formal description technique has already been applied in the field of Air Traffic 

Control interactive applications [16], space command and control ground systems [20], 

or interactive military [3] or civil cockpits [2].  

The ICO notation is fully supported by a CASE tool called PetShop [5, 21]. All the 

models presented in the two next Sections (4 and 5) have been edited, simulated and 

analyzed using PetShop tool. 

4.2 Principle of Fortunettes feedforward modelling using ICO 

As stated in Section 2, engineering an application with feedforward capabilities requires 

to handle extra interaction events (at least three, depending on the widget type). These 

events allow the user to peek into the future, to go to the future or to return to the 

present, without affecting the standard behavior of the application, as the objective is 
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to enhance the application (with feedforward) and not to change it. This design choice 

impacts the modelling of feedforward behavior: 

• The feedforward behavior of any application is modelled as an independent object 

that embeds the standard behavior (as a copy), making it fully compatible with the 

original application behavior. This Petri net model is called the Fortune Net as it 

allows users to look into the future of the application.  

• For any event handling within the standard behavior, the feedforward behavior em-

beds a pattern described in Petri nets (a set of places and connected transitions) that 

models the exploration of the future states. The important aspect in this modelling 

principle is that we exploit the behavior of the application to forecast the future states 

of the application if the user decides to use feedforward function.  

To illustrate these two points, we use an excerpt of the complete behavior presented in 

the next Section (4.3) that only concerns the login action on the user interface (as 

shown by Fig. 4). 

 

Fig. 4. Excerpt from the Petri net model of the standard behavior of the application: event han-

dling of the login action. In the transition, the text on the left describes the name of the transi-

tion while the text on the right describes the name of the event associated the transition.  

In Fig. 4, the login transition is the event handler for an event called loginPer-

formed that represents the use of the button Login. When fired, this transition moves 

the token from place LoggedOut ( ) to place LoggedIn, setting the state of the 

application to the new state following the execution of the login (code not represented 

here). 

When introducing the Fortunettes view on this action, the three base actions defined 

in Section 2 (peek into the future, go to the future and return to the present) are repre-

sented as three extra event handlers, as shown on Fig. 5, where event handlers 

{FloginPerformed, UFloginPerformed, InFloginPerformed} are gen-

erated from the event handler loginPerformed. In this paper, the name of the gen-

erated event handlers for handling Fortunettes mode are built with the name of the cor-

responding event handler, prefixed by F (that represents entering in Fortunettes mode, 

e.g. peek into the future), by UF (that represents exiting the Fortunettes mode, e.g. re-

turn to the present) and InF (that represents exiting the Fortunettes mode and go to the 

future). 

 

Fig. 5. Extracted from the feedforward behavior of the application: event handling of the login 

action and peek into its future. 
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On Fig. 5, transition f1login (event handler for FloginPerformed) represents 

the action of peeking into the future of the action login. Basically, it behaves in the 

same way as the original action (put a token in place LoggedIn) while the standard 

behavior is still in state LoggedOut. It additionally puts a token in place flogin that 

represents the entering in feedforward mode (a dedicated rendering may occur). 

There are then two possibilities: 

• The user decides to really perform the login action (using the login button), 

producing two events: loginPerformed handled by the standard behavior (mak-

ing it going to the state LoggedIn) and InFloginPerformed handled by the 

feedforward behavior (discarding the token in place flogin, while the token in 

place LoggedIn does not move, placing it in the same state as the standard behav-

ior). 

• The user decides to not perform the login action producing an event UFloginPer-

formed. The standard behavior remains in the same state while in the feedforward 

behavior, the tokens from places LoggedIn and flogin are removed and a token 

goes back to the place LoggedOut, making it return to its previous state (leaving 

the feedforward mode). 

This pattern is particularly efficient when describing a feedforward behavior for events 

that do not handle values or when the widgets are simple such as button. For more 

complex events, or when the underlying widgets are more complicated, this pattern has 

to be modified/extended: 

• When values are handled by the action of the widget, it is not always possible to 

peek into the future of these values. One possible improvement is to proceed in two 

steps. When entering the feedforward mode, an envisioned value must be produced 

(decided at design time for instance) and when the user really performs the action, a 

substitution must be done between the envisioned value and the real value. In the 

feedforward behavior, this can be done by moving tokens (if it was the case in the 

login example, the first token put in place LoggedIn by transition f1login would 

have a design time envisioned value, and when f3login would be fired, this token 

would have been removed and replaced by one holding the correct value). 

• When the widget is more complex (in our case, the complexity is related to the event 

production), extra event handlers may be introduced. For instance, when using a 

classical textbox, one may be interested by the end of the text edition (validation) 

and not by the whole process of typing in the text. In this case, in the standard be-

havior of the application, the only handled event would be the last one (for instance, 

the event actionPerformed of the JTextField in Java Swing). On the feed-

forward behavior side, any text change may be relevant to allow the rendering of 

text filtering.  

Fortunettes requires enhancing widgets with extra means to allow rendering feedfor-

ward states and to trigger dedicated events. In our implementation using Java Swing 

widgets, we embed them within a specialized decorator, but there are many other im-

plementation options at widget level or at application level. 
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4.3 Application of the modeling principle to the illustrative example 

This Section presents the ICO models for both the standard application and its For-

tunettes enhancement. For each model, we present the behavioral part and the two user 

interface description functions: the activation part and the rendering part.  

Standard behavior. 

Fig. 6 presents the entire behavior of the illustrative example. It may be divided into 

two parts: the upper part is dedicated to login actions and the lower part is dedicated to 

the message handling. 

 

Fig. 6. Behavior of the Login example using the ICO formal description technique. 

The upper part of Fig. 6 models what has been explained in the beginning of the Section 

(see Fig. 4) to introduce Fortunettes and the modelling approach, including the com-

plete behavior of the application i.e. its functional code (inside the transitions). Another 

difference is the way back from place LoggedIn to place LoggedOut when logging 

out that clears the edited message (modification of the value of the token held by place 

MessageToBeSent). 

The lower part of Fig. 6 is dedicated to the message editing and to send it. Sending 

it (transition sendAndClear) can only occur if the message is not empty (precondition 

!message.isEmpty()). When it occurs, the token held by place Mes-

sageToBeSent is destroyed and a new token (with an empty string) is set to that 

place. The message editing is represented by the transition editMessage that re-

ceives an event called edit, and this event holds a string value called sourceMes-

sage. This sourceMessage is then filtered resulting in a string message that only 
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contains characters that belongs to [a-z] and [A-Z] (For instance “a1b2c3” will 

be transformed into “abc”) by the execution of the function replaceAll.  

Table 1 represents the activation function of the application. It relates the event pro-

duction from the application and event handlers described using ICO. When the event 

occurs, the corresponding transition is fired. If the transition is not available, the corre-

sponding event source must be disabled. This part of the functioning is assumed by the 

activation rendering method (last column of Table 1) that is provided by the applica-

tion: for instance, setLoginEnabled changes the enabling of the button Login. 

Table 1. Activation function for the ICO model of the Login example. 

User Event Event handler Activation Rendering 

Edit editMessage setEditEnabled 

Login login setLoginEnabled 
Logout logout setLogoutEnabled 

Send sendAndClear setSendEnabled 

Table 2 represents the rendering function of the application. It relates any state 

change within the application behavior to rendering methods call. For instance, when a 

token enters place MessageToBeSent, the string of this message is set in the text 

box widget by calling the method showMessage. 

Table 2. Rendering function for the ICO model of the Login example. 

ObCS node name ObCS event Rendering method 

MessageToBeSent marking_reset showMessage 

MessageToBeSent token_enter showInitialMessage 

Feedforward behavior. 

Fig. 7 illustrates how feedforward information can be displayed using Fortunettes. 

Fig. 8, Table 3 and Table 4 fully describe the feedforward part of the application. The 

behavior presented by Fig. 8 is structured similarly to the standard behavior, the upper 

part being dedicated to the login actions and the lower part, to the message editing.  

 

Fig. 7. Illustration of the text filtering while typing in feedforward mode 

This Fortune Net behaves according to the pattern explained in the previous Section 

with the particularity of the filtering of the text while it is being typed in and not only 

at the end of the interaction with the text box (transition f4editMessage in the lower 



10 

part of Fig. 8). This allows to present to the user what will happen to the edited value 

if it is validated (e.g. press ENTER), as illustrated by Fig. 7. 

 

Fig. 8. The Fortune Net describing the feedforward behavior of the Login example using the 

ICO formal description technique. 

Table 3 presents the activation of the feedforward behavior of the application. The in-

teresting part of this function is that the activation rendering is not related to the imme-

diate availability of the events, but to their availability in the future. Therefore, it does 

not directly impact the application widgets but only calls functions that have been added 

to render their Fortunettes appearance. For instance, on Fig. 7, if the edited text is val-

idated (e.g. pressing ENTER), the button “Send and Clear” will become available (rep-

resented by the rectangle around it, in the background). 
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Table 3. Activation function for the ICO model of the feedforward behavior of the example. 

User Event Event handler Activation Rendering 
Edit editMessage setFortunettesEditEnabled 
Login login setFortunettesLoginEnabled 
Logout logout setFortunettesLogoutEnabled 
Send sendAndClear setFortunettesSendEnabled 

Table 4 presents the rendering function of the feedforward behavior of the application. 

This function first aims at making the application entering in feedforward mode (a to-

ken enters any of the places prefixed f) or at exiting the feedforward mode (a token 

exits any of the paces prefixed by f). This function ensures too that when a new mes-

sage is under editing, it is rendered on the feedforward part of the interface (each time 

a token enters the place MessageToBeSent, showFortunettesMessage is 

called modifying what is rendered in the ENTER rectangle of the text box as illustrated 

on Fig. 7) 

Table 4. Rendering function for the ICO model of the feedforward behavior of the example. 

ObCS node name ObCS event Rendering method 
MessageToBeSent marking_reset showFortunettesMessage 
MessageToBeSent token_enter showFortunettesInitialMessage 

fEditMessage token_enter startRenderFortunettes 

fEditMessage token_exit stopRenderFortunettes 

fLogin token_enter startRenderFortunettes 
fLogin token_exit stopRenderFortunettes 

fLogout token_enter startRenderFortunettes 

fLogout token_exit stopRenderFortunettes 
fSendAndClear token_enter startRenderFortunettes 

fSendAndClear token_exit stopRenderFortunettes 

This interesting joint behavior between the standard behavior of the application and 

its Fortunettes ones is highlighted on Fig. 7. Indeed, when the user types some text in, 

it is rendered directly in the text box while the Fortunettes rendering displays the text, 

as it will appear if the validation key is pressed. In the case of the login application, we 

see that all the non-textual characters will be removed and the current text “He43llo” 

will appear as “Hello” in the future.  

5 Formal Analysis on the illustrative example 

This Section is dedicated to the formal analysis of the models presented above. The fact 

that we produce two different models for the same application (the standard application 

model and the Fortune Net) has multiple implications. First, the standard application 

models must exhibit some properties and it is important to check that they are true. 

Second, the Fortune Net also needs to exhibit some properties (e.g. each time the user 

triggers the “peek into the future” there must be two actions available: one to go into 

that peeked future and one to come back to the current present. Third, the Fortune Nets 

must implement a “similar” behavior as the standard application and thus we must 

demonstrate their compatibility. For instance, it is important to demonstrate that all the 
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actions available in the models of the standard application are available in the Fortune 

Net. This is only an example of the generic properties that have to be checked when a 

feedforward usability function is added to an application.  

With ICOs, as detailed in [24] and [19], there are two different techniques:  

- The analysis of the underlying Petri net using results from Petri nets theory. This 

analysis can be performed using methods and algorithms from the Petri nets 

community such as the ones presented in [15].  

- The analysis of the high-level Petri net (ICO) but this requires manual demon-

strations as some of the properties are undecidable [9].  

Due to space constraints, we only present here properties that are based on the un-

derlying Petri net model. Some interesting results demonstrate that the high-level nature 

of the Petri nets with objects only reduce the availability of transitions (for instance 

when they feature pre-conditions) and thus in order for the high-level Petri net to be 

live, the underlying Petri net must be live [4].  

5.1 Formal analysis of the model of the standard behavior (Fig. 6) 

Table 5 presents the list of traps and siphons of the model in Fig. 61. In a Petri net a 

siphon is a set of places that never gain tokens whatever transition is fired while a trap 

is a set of places that never lose tokens [8]. The fact that all the places in the model are 

both traps and siphons demonstrate that the number of tokens in the model will remain 

the same as the one in the initial state i.e. two tokens (see Fig. 6).  

Table 5. Siphons and Traps from the standard behavior of the application. 

Siphons Traps 
MessageToBeSent  MessageToBeSent  

LoggedIn, LoggedOut  LoggedIn, LoggedOut  

Table 6 analysis is based on the calculation of transition invariants and place invariants. 

As can be seen all the places in the model belong to a place invariant which means that 

the total number of tokens in the places of the models will remain the same. One inter-

esting piece of information is that place MessageToBeSent is a single place in a P-

invariant. This means that whatever transition is fired the number of tokens in that place 

will always be the same as the one of the initial marking. In the current example, this 

means that the place MessageToBeSent will always be marked by a single token.  

Table 6. Transitions and Place Invariants from the standard behavior of the application. 

T-Invariants P-Invariants 

1 sendAndClear  1 LoggedIn, 1 LoggedOut  

1 editMessage  1 MessageToBeSent  

1 login, 1 logout   

 
1 The computing of the results in those tables was done using Petshop tool and are not presented 

due to space constraints. How to make such computing is presented in [8]. 
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In terms of behavior, transitions login and transition logout belong to the same t-

invariant which means that, if they can be made available from the initial state, there 

always exists a sequence of transitions in the Petri net to make them available. Their 

connection with the P-invariant {1 LoggedIn, 1 LoggedOut} (with a bounded value of 

one token) demonstrates that always one of the two transition will be available and they 

will never be available at the same time.  

5.2 Formal analysis of the Fortune Net (Fig. 8) 

We will not detail the analysis of the Fortune Net, but it is important to check that the 

properties true in the application model are still holding in the Fortune Net.  

If we take as example the property of the mutual exclusion of login and logout tran-

sitions, we can easily see in Table 7 and Table 8 that the places and the transitions 

belong are also listed in siphons, traps, P-invariants and T-invariants.  

Table 7. Siphons and Traps from the feedforward behavior of the application. 

Siphons Traps 
MessageToBeSent  MessageToBeSent  

LoggedIn, LoggedOut  LoggedIn, LoggedOut  

Of course, the Fortune Net is more complex and should also exhibit specific properties 

related to its own semantics. A very simple but important one is that whenever the user 

triggers a transition to peek into the future (name starting with f1) immediately after a 

transition to come back to present (name starting with f2) and a transition to go into the 

future (name starting with f3) will be available. The analysis results in Table 8 demon-

strate that a Fortune Net always verifies this fundamental property (any of such transi-

tions is always in a T-Invariant with each other).  

Table 8. Transitions and Place Invariants from the feedforward behavior of the application. 

T-Invariants P-Invariants 

1 f4editMessage  1 LoggedIn, 1 LoggedOut  

1 f1logout, 1 f3logout, 1 login  1 MessageToBeSent  

1 f1login, 1 f2login   

1 editMessage   

1 f1editMessage, 1 f2editMessage   

1 f1sendAndClear, 1 f3sendAndClear   

1 f1sendAndClear, 1 f2sendAndClear   

1 f1logout, 1 f2logout   

1 login, 1 logout   

1 f1login, 1 f3login, 1 logout   

1 f1login, 1 f1logout, 1 f3login, 1 f3logout   

1 sendAndClear   
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1 f1editMessage, 1 f3editMessage   

1 f1login, 1 f1logout, 1 f2login, 1 f3logout, 1 login   

1 f1login, 1 f2login, 1 login, 1 logout   

6 Related work  

As highlighted in [22] many formal approaches to support the design, specification and 

verification of interactive systems have been proposed. That book chapter highlights 

four criteria to compare those approaches: 1) Modeling coverage (how much of the 

interactive systems can the notation describe); 2) Properties (and their type) supported; 

3) Application of the methods in which domain; 4) Scalability (is the notation able to 

deal with large scale interactive systems).  

With respect to the modelling need of Fortunettes, the expressive power of the nota-

tion to be used heavily depends on the interactive application itself and does not require 

specific modelling power. With that respect, if the interactive application does not fea-

ture concurrent behavior, dynamic instantiation of objects and does not exhibit quanti-

tative time behavior, automata would be adequate for describing Fortunettes behavior 

as demonstrated in [7]. If more complex behaviors need to be represented, more ex-

pression power will be required. The table 1 from the book chapter [22] would be then 

of great help to select the modeling notation.  

As Fortunettes feedforward concept is meant to be applied in a systematic way to all 

the interactions in an interactive system, Fortune Nets need to cover all the aspects of 

the interactive (from the low-level interaction technique to the functional core accord-

ing to the MIODMIT architecture [14]. We have only presented here Fortunettes at the 

application level, but all the layers of the architectures should be taken into account.  

7 Conclusion and perspectives  

While research in the field of HCI focuses on adding more functionalities to the user 

interface, the interaction techniques and the interactive applications to improve usabil-

ity and user experience, very little work is spent on transferring these improved inter-

actions to the developers of interactive systems. For instance, papers proposing bubble 

cursor for improving target acquisition [11] or marking menus [12] to improve com-

mand selection do not present means for engineering these interaction techniques in a 

reliable and systematic way.  

This paper has proposed an engineering method based on formal methods to support 

the systematic integration of Fortunettes concepts to provide interactive application 

with feedforward mechanisms. While the graphical and interaction design of For-

tunettes might be improved and could be subject of future research, we have demon-

strated that the use of a Petri nets-based approach limits the complexity of adding For-

tunettes behavior to an existing application. We have also demonstrated that a formal 

approach can provide benefits in ensuring that the application with the additional feed-

forward behavior remains behaviorally compatible with the initial application.  
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The work presented in the present paper leads to extensions that should be addressed 

in future work. First, the current design of Fortunettes only deals with WIMP interac-

tion techniques based on a set of identified widgets. While this can be seen as a strong 

limitation for current user interfaces targeting at better user experience, it is important 

to note that many applications are still widget-based. In some critical domains it is even 

not possible to embed other types of interfaces as required by the ARINC 661 specifi-

cation standard [1] for user interfaces of cockpits of large civil aircrafts. We have pre-

viously worked on the formal description of User Application, user interface widgets 

and servers using Petri net based description [2] and that early work can directly benefit 

from the work presented in the paper. This means that adding the feedforward usability 

function to those user applications will result in very limited work (as the Fortune Net 

is built upon the original behavior and is described with the same language) and would 

come with assurance means to guarantee their correct behavior.  

Second, the current behavior of Fortunettes is to offer the possibility to the user to 

look only one step into the future. The model-based behavior presented in the paper 

could be exploited further to look into several step or even to look at the eventual end 

of the execution, as introduced in [19]. For instance it would be possible to identify a 

widget (via formal analysis) that would become unavailable forever in five steps from 

the current state of the application .While graphical design and interaction will be 

clearly a difficult challenge, the engineering of such applications could be reachable 

via the analysis of the formal models.  
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