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Abstract
Federated learning allows us to run machine learning algorithms on decentralized data when data sharing is not permitted
due to privacy concerns. Various models have been adapted to use in a federated setting. Among these models is Verticox, a
federated implementation of Cox proportional hazards models, which can be used in a vertically partitioned setting. However,
Verticox assumes that the survival outcome is known locally by all parties involved in the federated setting. Realistically
speaking, this is not the case in most settings and thus would require the outcome to be shared. However, sharing the survival
outcome would in many cases be a breach of privacy which federated learning aims to prevent. Our extension to Verticox,
dubbedVerticox+, solves this problem by incorporating a privacy preserving 2-party scalar product protocol at different stages.
This allows it to be used in scenarios where the survival outcome is not known at each party. In this article, we demonstrate
that our algorithm achieves equivalent performance to the original Verticox implementation. We discuss the changes to the
computational complexity and communication cost caused by our additions.
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Introduction

Federated learning is a field that recently rose in prominence
because of an increased focus onprivacyby thegeneral public
aswell as from legal bodies [1, 2]. In order to fulfill the stricter
privacy requirements that were demanded by new laws such
as the EuropeanGeneral Data protection Regulation (GDPR)
existing models were adapted and improved. Verticox is one
such adaptation.

Verticox as described by Dai et al. [3] aims to provide
a privacy preserving implementation of a Cox proportional
hazards (CPH) model [4] in a vertically partitioned federated
learning setting. Data is said to be vertically partitionedwhen
the attributes are split between multiple parties. In contrast
it is said to be horizontally partitioned when the records are
split between multiple parties. Verticox utilizes an Alternat-
ing Direction Method of Multipliers (ADMM) framework
[5] to preserve privacy. It can be used both for the training of
a new Cox model as well as to classify a new individual.

However, Verticox relies on the assumption that the
survival outcome is known locally at every party. This
assumption is unfortunately not realistic as in vertically par-
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titioned scenarios each attribute will normally only be locally
known at one party, this includes the survival outcome.

A number of alternatives exist, such as the method pro-
posed by Miao et al. [6] to compute CPH using cyclical
coordinate descent, but it is still the case that outcome data
needs to be shared with other parties. Kamphorst et al. [7]
train a CPH model that uses secure multiparty computation
[8] to compute log-partial likelihood at every iteration with-
out revealing patient level data to other parties. However,
the cryptographic protocols add significantly to the compu-
tational complexity and communication overhead. As such
neither alternative is practical. Finally, Lu et al. [9] propose
an algorithm that executes the computation of homomorphi-
cally encrypted data at a trusted third party (TTP). However,
this approach introduces a single point of failure- the TTP-
which could pose a significant security risk.

In this article, we propose a new extension to Verticox,
which we have dubbed Verticox+. By utilizing the privacy
preserving 2-party scalar product protocol [10], we avoid the
assumption made in the original Verticox implementation.
We will also experimentally show that the added compu-
tational complexity of using this protocol is negligible in
practice.

The rest of the article is built up as follows; first, we will
discuss how the original Verticox protocol works, followed
by an explanation of the privacy preserving n-party scalar
product protocol. Once both protocols have been explained
we will describe the improved protocol Verticox+. We will
then describe our experimental validation followed by a short
discussion.

The implementation of Verticox+ is available on GitHub1

and has been designed to work with the vantage6 federated
learning framework [11].

Background

In the following subsections we will discuss the background
of our solution. First, we will introduce Verticox, and then
we will introduce the scalar product protocol.

Verticox

Verticox is a decentralized version of the Cox proportional
hazards regressionmodel where covariates can be distributed
over multiple data sources. The parameters are computed
without sharing raw data between the parties and the result-
ing model is equivalent to a centralized version of a Cox
model. The original algorithm achieves this by decompos-
ing the original optimization problem for Cox proportional
hazards into subproblems that can be solved separately. This

1 https://github.com/CARRIER-project/verticox.

provides a layer of protection for the data against honest-but-
curious adversaries with access to any of the clients or central
server.

The Verticox algorithm first estimates the parameters at
the client-side based on the covariates that are available
locally to each party. Next, an aggregation of these results
is sent to a central server, which combines the results of the
various parties, and further optimizes the parameters. The
updated values are then passed back to the parties at the start
of a new iteration. For amore detailed description of the exact
techniques used we refer to reader back to the original paper
[3].

Scalar product protocol

In order to solve the privacy issues that are present in the orig-
inal Verticox algorithm, we use can use a privacy preserving
scalar product protocol. The privacy preserving scalar prod-
uct protocol is an important building block inmany federated
data analysis and machine learning applications. There exist
several variants [10, 12–17]. Our proposed protocol requires
the use of a 2-party privacy preserving scalar product proto-
col when dealing with vertically split data. Furthermore, we
noticed that a future potential adaptation to a hybrid, that is
to say both horizontally and vertically, split scenario would
require an-party protocol. Tobe ready for this potential future
adaptation, we choose to utilize the n-party protocol variant
[12] in our implementation,which is basedon the 2-party pro-
tocol proposed by Du and Zhan [10]. This method introduces
a third party, labeled the commodity server, to generate the
random vectors that are used to encrypt the data. This server
does not participate any further in the computation.

As we will be focused on vertically split scenarios we will
only describe the 2-party scenario in this paper. The 2-party
algorithm by proposed by Du and Zhan works as follows:

The protocol

There are two parties, Alice and Bob. Alice has a vector A
and Bob has another vector B, both of the vectors have n
elements. Alice and Bob want to compute the scalar product
between A and B, such that Alice gets V1 and Bob gets V2,
where V1 + V2 = A · B and V2 is randomly generated by
Bob. Namely, the scalar product of A and B is divided into
two secret pieces, with one piece going to Alice and the other
going to Bob. We assume that the following computation is
based on the real domain.

1. ATrustedThirdParty (TTP) server generates two random
vectors Ra and Rb of size n, and lets ra + rb = Ra · Rb,
where ra (or rb) is a randomly generated number. Then
the TTP sends (Ra, ra) to Alice, and (Rb, rb)to Bob.
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2. Alice sends Â = A + Ra to Bob, and Bob sends B̂ =
B + Rb to Alice.

3. Bob generates a random number V2, and computes Â ·
B + (rb − V2), then sends the result to Alice.

4. Alice computes ( Â · B + (rb − V2)) − (Ra · B̂) + ra =
A · B − V2 + (rb − Ra · Rb + ra) = A · B − V2 = V1

For a more detailed description of the exact techniques
used we refer to reader back to the original paper [12].

Verticox+

Verticox+ is an extension ofVerticox that no longer a requires
sharing the survival outcome data with all parties involved.
By making use of the scalar-product-protocol, we have been
able to isolate the outcome data to the aggregation server.
We make a slight modification to the original algorithm to
incorporate the scalar product protocol. Table 1 explains the
notations that will be used throughout the reminder of the
article.

The original Verticox pseudocode can be summarized as
found in Algorithm 1. The full pseudocode can be found
in original paper by Dai et al.. Note the emphasis on the
requirement that outcome data [E1, ...ET ] is present at every
party.

Themain privacy issue lieswithin solvingβ
p
k . This is done

using Eq. 1

β
p
k =

[
ρ

N∑
n=1

xTnk xnk

]−1

·
⎡
⎣ N∑
n=1

(ρz p−1
nk − γ

p−1
nk )xTnk +

T∑
t=1

∑
n∈Et

xnk

⎤
⎦

(1)

Table 1 Notation

Notation Description

K Total number of parties

N Total number of records

βk Coefficients at party k

T Number of distinct event times

tn Distinct event time of patient n

p Index of iteration

ρ Penalty parameter of ADMM method

z Auxiliary variable

Et The index set of records with observed events

xnk The local feature value at index n for party n

Algorithm 1: Original Verticox algorithm
Data:

Subsets of covariates: xnk for every patient n, for every party k

Outcome data Et for every t , needs to be available at every party
Result: Converged Cox proportional hazard model

1 initialization;

2 while Stopping criterion has not been reached do

3 for Each party k do

4 Solve β
p
k ;

5 Compute σnk = βT
k xnk ;

6 Send σnk to central server;

7 end

8 Central server aggregates subresults ;

9 Central server calculates auxiliary value z p ;

10 Central server updates z pnk ;

11 Central server sends z pnk and aggregation to parties ;

12 Local parameters are updated ;

13 end

The problem lies in the last part of the equation:∑T
t=1

∑
nεEt

xnk . This part has a reference to Et , which is
the index set of samples with an observed event at time t .
Therefore, for every time t we need to select the samples with
an observed event. This requires the availability of outcome
data at every party. In real-world use cases, this is not always
possible.

Verticox+ will solve this problem by making use of the
scalar-product-protocol. To do that, we translate the inner

sum
∑

nεEt
xnk to a scalar product: ukt = xk · −−→

(Et )

In this case,
−−→
(Et ) is the Boolean vector of length N that

indicates for each sample whether it had an event at time t
(indicated as 1) or not (indicated as 0). β p

k will now be solved
according to Eq. 2.

β
p
k =

[
ρ

N∑
n=1

xTtnk xtnk

]−1

=
[

N∑
n=1

(
ρz p−1

nk − γ
p−1
nk

)
xTnk +

T∑
t=1

ukt

]

(2)

Since ukt per time t stays constant over iterations, we
will only need to compute this once at the initialization step.
The rest of the algorithm will remain the same. Addition-
ally, as this can be resolved independently for each feature,
and it is known that the data is vertically split we know that
even if more than 2 parties are involved in the complete
analysis, only 2 parties are involved for computing ukt at
a single institution k, which limits the computational com-
plexity introduced by its use.
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A summary of the updated Verticox+ algorithm can found
in Algorithm 2:

Algorithm 2: The Verticox+ algorithm
Data:

Subsets of covariates: xnk for every patient n, for every party k

Outcome data Et for every t , needs to be available only at the central server
Result: Converged Cox proportional hazard model

1 initialization;

2 At every party k compute: ukt = xk · −−→
(Dt ) ;

3 while Stopping criterion has not been reached do

4 for Each party do

5 Solve β
p
k using precomputed ukt ;

6 Compute σnk = βT
k xnk ;

7 Send σnk to central server;

8 end

9 Sever aggregates subresults ;

10 Server calculates auxiliary value z p ;

11 Server updates z pnk ;

12 Server sends z pnk and aggregation to parties ;

13 Local parameters are updated ;

14 end

In the updated version of the algorithm, there is no longer
a need to share outcome data with all collaborating parties.
Figure 1a show that while the algorithm only sends aggrega-
tions back and forth between parties, it requires the outcome
data (censor and event time) to be present at every institution.
Figure 1b show that this is not necessary any more. When a
party needs to compute ukt using the 2-party scalar prod-
uct protocol it exchanges the values as shown in Fig. 2. We
are making use of the implementation of the n-party scalar
product protocol, which is equivalent to the 2-party protocol
when combining data from 2 parties. The figure also shows
that when one of the institutions needs to combine data with
the aggregator (where the outcome data is located), the other
institution can be used as a trusted third party. Institutions
are switching roles between n-party server and TTP server
depending on which party needs to calculate ukt .

Time complexity & communication overhead

In this section we will discuss the time complexity and
communication overhead of Verticox+. We will start by dis-
cussing these aspects of Verticox, to provide a baseline.
Afterwards we will discuss the time complexity of the n-
party scalar product protocol. Finally, we will discuss the
consequences of combining these two protocols.

Fig. 1 In the original Verticox algorithm, the survival outcome (event
time, censored) is required to be available at all parties (a), while in
our Verticox+ algorithm, the survival outcome only needs to be at the
central aggregator server (b)

Fig. 2 When an institution needs to compute Ukt it will perform the
2-party scalar product protocol together with the aggregator server. The
other institution will take the role of TTP

Time complexity

Let us consider how the addition of the scalar product pro-
tocol affects the time complexity. Since the scalar product
protocol has only been used at the client side, the time com-
plexity at the server side will remain O(N 3), which is the
complexity of the Newton–Rhapson optimization.
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At the client side, the original computational complex-
ity was determined by generating and inverting matrix∑N

n=1 xnk x
T
nk are O(NM2

k ) and O(M3
k ) respectively. Our

adaptations add in the scalar product protocol which is
O(N 2). In practice though we will see that the main bot-
tleneck can be found in the aggregation server.

Communication cost

The original Verticox sends intermediate values znk , γ n , and
σ n from the central server to the clients at every iteration. In
turn, the clients send back σ nk . This results in a communica-
tion cost of 4NK . Additionally, the scalar product protocol
has a cost of 4N , which will need to be run for every insti-
tution, which leads to a cost of 4NK . However, the scalar
product protocol is only run once per analysis, while the
intermediate values are communicated every iteration. This
leads to a communication cost of 4NK + I ∗ 4NK , where I
stands for the number of iterations for convergence.

Fixed precision

The n-party scalar product protocol is designed towork using
integer values. However, within Verticox+ it will be used to
calculate results that depend on floating point values. In order
to make these values useable within the scalar product pro-
tocol we will make use of fixed-point precision. The values
will be scaled by a fixed factor; this factor corresponds to the
required precision (e.g. the value will be scaled by a factor
10, 000 when working with a fixed precision of 5 decimals).
Once the scalar product protocol has finished the final result
will be scaled back to the desired precision.

This fixed precision approach makes it viable to use the
scalar product protocol even when it is necessary to work
with floating point values. In principle any level of precision
can be chosen, however there will be a trade-off; a greater
precisionwill result in larger numbers being used in the scalar
product protocol. This can create technical problems when
it results in a number overflow error. Additionally, numbers
with more digits will take longer to multiply. As such, a high
precision will eventually affect the runtime performance of
Verticox+. However, we experimentally determined that a
fixed precision of 5 decimals is sufficient for most purposes.
Furthermore, we expect the effect on the total runtime of
Verticox+ to be minimal as the bottleneck is outside of the
part that utilizes the scalar product protocol.

In addition to thiswewould like to note that fixed precision
could potentially be used to further improve privacy guar-
antees. A lower precision can obfuscate records containing
values that are unique at a higher level of precision. Its exact
potential warrants further investigation in future research.

Table 2 Experimental parameters

Parameter Fixed value

Penalty parameter ρ 0.25

Fixed precision of n-party protocol 5

Newton–Raphson precision 0.00001

Experimental validation

We ran several experiments to validate our method. We
implemented the algorithm in Python and Java, and ran the
parties in separateDocker containers.Weused a single virtual
machine with Ubuntu 22.04, 8 cores with a clock speed of
1996.250 MHz and 32 GB RAM running in SURF research
cloud, which is part of the Dutch national research infras-
tructure. As data we used part of the SEER dataset [18]. The
parameters of the algorithm that we kept fixed can be found
in Table 2.

We ran 3 different experiments. In the first experiment, we
fixed the number of records to 100 and varied the number of
parties and iterations to see how that will affect runtime and
accuracy. Accuracy has been measured in 4 different ways.
In theory, adding the n-party protocol to the original Verticox
algorithm will introduce inaccuracy into the model because
the values need to be expressed in fixed-point precision. To
test whether this is true in practicewe ran our implementation
of the original Verticox algorithm with the same parameters.
We use c-index [19] to compare the predictions of the model
to the ground truth. Additionally, we used 3 metrics to com-
pare the resulting coefficients against ones that have been
computed by a central Cox proportional hazards model. For
this, we compute mean squared error (MSE), summation of
the absolute difference (SAD), and maximum absolute dif-
ference (MAD). As can be seen in Table 3 the accuracy of the
central model is identical to the accuracy of Verticox+. This
is because the variables in the SEER dataset require limited
precision, since they consist of values with no more than 2
digits. Looking at MSE, SAD and MAD (Fig. 3), we can see
that the difference betweenVerticox+ and a Cox proportional
hazards model learned on centralized data diminishes after a
few hundred iterations.

The second experiment evaluates how runtime scales with
increasing number of covariates (features) in the model.
Again, we fixed the number of records to 100 and the number
of iterations to 500. The number of parties has been fixed to
3. We evaluated the algorithm runtime from 2 and up to 10
features.

As can be seen in Figs. 4, 5, and 6, our addition of the scalar
product protocol does not negatively affect the runtime. In
fact, Verticox+ even has a shorter runtime for preparation as
the number of parties increases. This is unexpected and likely
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Fig. 3 The MSE, SAD, & MAD
scores of Verticox+

Fig. 4 Comparison between Verticox+ and Verticox of the runtime
duration of the preparation phase

Fig. 5 Runtime duration of Verticox+ with various numbers of parties

Fig. 6 Runtime duration of Verticox+ with various numbers of maxi-
mum iterations

Fig. 7 Runtime duration of the preparation phase of Verticox+ using
various numbers of records
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Fig. 8 Runtime duration of the convergence phase of Verticox+ using
various numbers of records

Fig. 9 Runtime duration of the preparation phase of Verticox+ using
various numbers of features

Fig. 10 Runtime duration of the convergence phase of Verticox+ using
various numbers of features

relates to the implementation details of the n-party protocol.
While we reimplemented the original Verticox algorithm in
Python, the n-party protocol was actually implemented in
Java. Since Java is a compiled language, it generally performs
faster than the interpreter language Python. In the end, the
bottleneck will not be in the preparation time, but rather in
runtime of the main part of the algorithm where the model
converges. In this part, Verticox+ performs the same as its
predecessor (see Figs. 7 and 8).

In the third experiment we fixed the number of iterations
to 500 and the number of parties to 3. We set the number
or records to 50, 100 or 500 and timed the runtime. As can
be seen in Figs. 9 and 10, the number of records does not
affect the runtime significantly during the preparation phase.
Convergence runtime is affected by the number of records,
but not more than the original verticox.

Discussion

With the addition of the scalar product protocol to the Ver-
ticox algorithm, all data used for the analysis can stay at
the source, including outcome data. Moreover, the addi-
tion of this protocol, which is potentially heavy in terms of
computation, did not add significantly to the total runtime
in our experiments. Neither does the additional overhead
introduced by the fixed-point precision. This is because
the bottleneck of the computation lies within the Newton–
Raphson optimization from the original algorithm. This
indicates that Verticox+ is a viable extension of the origi-
nal algorithm.

There are still a couple of security issues to consider
though. The Verticox+ algorithm shares record-level aggre-
gations with the central server. That is, in every iteration the
parties share their risk estimates for every record with the
central server. Although this is not raw data, it is still patient
level information. Additionally, it can be viewed as relatively
sensitive data as it represents the risk of a given disease for
a specific patient. Direct access to this information could be
problematic if it falls in the wrong hands.

However, by placing the server in the care of the party that
already owns the survival outcome data the practical risk is
limited. Providing this party with the risk scores minimizes
the privacy concerns as this party already knows the survival
outcome this risk score represents, and thus would not learn
anything new. This limits the risk of direct access to the risk
score.

Access to the risk estimates in each iteration also opens
an additional possible attack [20–22]. The aggregating party
could attempt to reverse engineer the training data belonging
to each other party based on the intermediate values revealed
between the iterations. However, this does require the aggre-
gating party to knowwhich attributes are present at each other

123



Complex & Intelligent Systems           (2025) 11:388 Page 9 of 11   388 

party. Additionally, reversing this information becomesmore
complex as the number of attributes at the other party grows.

This privacy concern could be mitigated by moving the
central aggregation away from the outcome datasource and
performing the central aggregation on a “neutral” server pro-
vided by a trusted third party. The outcome data would
have to be queried by the central server using the scalar
product protocol. Unfortunately, this means that the scalar
product protocol would have to be run in every iteration,
instead of only during the preparation phase. The concern is
that this will add a significant increase to the total runtime.
Adding this protocol with complexity O(N 2)to the Newton–
Rhapson optimization (O(N 3))will turn it into a complexity
of O(N 4). Additionally, the n-party protocol will add a con-
stant communication overhead to this part of the computation
(O(6)). Although this overhead is constant, in practice the
communication overhead is the bigger bottleneckwhen com-
pared to the computational cost, and will add significantly to
the total duration of the algorithm.

A more practical solution may be to mandate the use of a
framework like Vantage6, which provides an infrastructure
that explicitly limits what the aggregating party is able to do
by only allowing pre-approved Docker images with vetted
code to be executed. By explicitly creating this limitation,
the various parties involved can establish a sufficient level of
trust that no data will be leaked.

This risk, and the limitations imposed by the time com-
plexity of the technical solutions, highlight the need for a
comprehensive legal and infrastructure solutions to augment
the technical privacy preserving solutions in any real world
project. This also means that Verticox+ is best used in a
setting where such things can viably be implemented. Imple-
menting such solutions, and establishing the required level of
trust, is difficult in an open internet of things setting, where
any party is free to join. However, in a formal research setting
this is indeed viable.

The scalar product protocol brings one additional pri-
vacy concern compared to the broader Verticox+ protocol.
It requires a trusted third party, which can generate secret
shares and aggregate the intermediate results of the proto-
col. However, in comparison to Lu et al. [9], the TTP has
reduced privileges and does not need to process any data
directly. This reduces the risks of using a TTP considerably.
Additionally, similar to the previous concerns, framework
such as Vantage6 is an excellent solution to set up the neces-
sary infrastructure to ensure the reliability of the trusted third
party, further limiting the potential risks.

Future work

There are currently threemajor limitations that wewould like
to improve upon. The current implementation of Verticox+

has not beenmade to dealwith a hybrid split in the data, that is
to say a split that is partially horizontal and partially vertical.
While certain parts, such as the scalar product protocol, do
not need any additional work to fit in a hybrid setting, we
need to determine if it is possible to use the algorithm as a
whole in a hybrid setting.

Secondly, the role of aggregator currently befalls to the
party that owns the outcome data. If the role of aggregator
could be moved to a neutral party without data, it would
not know which records the intermediate values are linked
to. This lowers the risk of data leaking. Lastly, we wish to
improve the runtime complexity of the optimization step, for
example by using a different faster optimization algorithm.
This step is currently a considerable bottleneck in the algo-
rithm, and improving it would lead to significant gains in
terms of the running time of the algorithm.

Conclusion

In this paper, we have provided an extension to the origi-
nal Verticox protocol that we dub Verticox+. The original
protocol allows the user to train a Cox Proportional Hazard
model in a vertically partitioned federated setting. However,
the original algorithm relies on the assumption that every
party involved has access to the survival outcome for each
record. This is unrealistic in a vertical scenario and would
most likely require this survival outcome to be shared, which
represents a serious privacy concern as the survival outcome
used to train a Cox proportional hazard model represents a
sensitive attribute, such as a hospitalization event or death
due to a certain disease. Verticox+ removes the need for this
assumption by using the scalar product protocol to perform
the relevant calculations in a privacy preserving manner.

Our experiments show that Verticox+ achieves compa-
rable performance to both Verticox and a centrally trained
model. This indicates Verticox+ works as intended. Addi-
tionally, our experiments show that the added overhead
introduced by using the scalar product protocol is manage-
able as the optimization step forms a much more significant
bottleneck. As such, the runtime duration is comparable to
the original Verticox algorithm as well.

While Verticox+ improves the privacy guarantees, a num-
ber of practical concerns remain. The scalar product protocol
relies on a trusted third party. Additionally there is a the-
oretical possibility of a malicious party reconstructing an
approximation of the data, akin to a gradient leak attack
in deep learning settings. These risks can be mitigated by
applying multiple layers of security measures, such as offer-
ing access to only a small number of trusted researchers.
Additionally the relevant legal frameworks also need to be
established. The need for such frameworks also serves as a
reminder that purely technical privacy preserving solutions
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are not sufficient to establish the necessary trust needed for
any federated learning project.

The need for such frameworks, as well as the time
complexity of Verticox+, does limit Verticox+ to certain sce-
narios. Scalability concerns, as well as the need for trusted
third parties and a complexity of creating the necessary legal
and infrastructure frameworks, means that Verticox+ is not a
great fit for an internet of things scenario with many parties,
all of which have an extremely low level of trust. However, in
formal settings, where it is easier to vet the parties involved,
and where parties have access to the technical infrastructure
necessary to deal with the scalability issues, it is a great tool
in the federated learning toolbox.

Summary

In this paper we have proposed an improvement to the Verti-
cox algorithm dubbed Verticox+. Verticox+ brings improved
privacy guarantees. Our experiments show that Verticox+
produces the same end-result, without a noticeable change
in overhead costs.
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